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**Roll your own toy UNIX-clone OS**

This set of tutorials aims to take you through programming a simple UNIX-clone operating system for the x86 architecture. The tutorial uses C as the language of choice, with liberally mixed in bits of assembler. The aim is to talk you through the design and implementation decisions in making an operating system. The OS we make is monolithic in design (drivers are loaded through kernel-mode modules as opposed to user-mode programs), as this is simpler.

This set of tutorials is very practical in nature. The theory is given in every section, but the majority of the tutorial deals with getting dirty and implementing the abstract ideas and mechanisms discussed everywhere. It is important to note that the kernel implemented is a **teaching kernel**. I **know** that the algorithms used are not the most space efficient or optimal. They normally are chosen for their simplicity and ease of understanding.The aim of this is to get you into the correct mindset, and to give you a grounding upon which you can work. The kernel given is extensible, and good algorithms can easily be plugged in.If you have problems with the theory, there are plenty of sites that would be delighted to help you (most questions on OSDev forums are concerned with implementation - "My gets function doesn't work! help!" - A theory question is a breath of fresh air to many ;) ). Links can be found at the bottom of the page.
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**Prerequisites**

To compile and run the sample code I provide requires just GCC, ld, NASM and GNU Make. NASM is an open-source x86 assembler, and is the assembler-of-choice for many x86 OS-devs.

There is no point, however, in just compiling and running without comprehension. You must *understand* what is being coded, and as such you should have a very strong knowledge of C, especially regarding pointers. You should also know a little bit of assembly (Intel syntax is used in these tutorials), including what the EBP register is used for.

**Resources**

There are plenty of resources out there if you [know where to look](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html). In particular, you should find these useful:

* [RTFM!](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html) The intel manuals are a godsend
* [The osdev.org wiki](http://www.osdev.org/wiki) and [forums](http://www.osdev.org/forum).
* [Osdever.net](http://www.jamesmolloy.co.uk/downloads/user_mode.tar.gz) has many good tutorials and papers, and in particular [Bran's kernel development tutorials](http://www.jamesmolloy.co.uk/downloads/floppy_module.img), which some of the earlier code from this tutorial is based off. (I myself used these tutorials to get started, and the code is so good I haven't had to change it over the years
* [alt.os.development](http://www.jamesmolloy.co.uk/downloads/multitasking.tar.gz) can answer many of your non-n00b questions. N00b questions are better asked on the osdever.net forums.
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# 1. Environment setup

We need a base from which to design and make our kernel. Here I will be assuming that you are using a \*nix system, with the GNU toolchain. If you want to use a windows system, you must either use cygwin (which is a \*nix emulation environment) or DJGPP. Either way, the makefiles and commands in this tutorial may not work.

## 1.1. Directory structure

My directory is laid out as follows:

tutorial  
 |  
 +-- src  
 |  
 +-- docs

All your source files will go in src, and all your documentation (you do write documentation? ;) ) should go in docs.

## 1.2. Compiling

The examples in this tutorial should compile successfully with the GNU toolchain (gcc, ld, gas, etc). The assembly examples are written in intel syntax, which is (my personal opinion) a much more human-readable syntax than the AT&T syntax that GNU AS uses. To assemble these, you will need the [Netwide Assembler](http://nasm.sourceforge.net/).

This tutorial is *not* a bootloader tutorial. We will be using [GRUB](http://www.jamesmolloy.co.uk/tutorial_html/4.-The%20GDT%20and%20IDT.html) to load our kernel. To do this, we need a floppy disk image with GRUB preloaded onto it. There are [tutorials](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html) to do this, but, happily, I have made a standard image, which can be found [here](http://www.jamesmolloy.co.uk/downloads/floppy.img). This goes in your 'tutorial' (or whatever you named it) directory.

## 1.3. Running

There is no alternative for bare hardware as a testbed system. Unfortunately, bare hardware is pretty pants at telling you where things went wrong (but of course, you're going to write completely bug-free code first time, aren't you?). Enter [Bochs](http://www.bochs.sourceforge.net/). Bochs is an open-source x86-64 emulator. When things go completely awry, bochs will tell you, and store the processor state in a logfile, which is extremely useful. Also it can be run and rebooted much faster than a real machine. My examples will be made to run well on bochs.

## 1.4. Bochs

In order to run bochs, you are going to need a bochs configuration file (bochsrc.txt). Coincidentally, a sample one is included below!

Take care with the locations of the bios files. These seem to change between installations, and if you made bochs from source it is very likely you don't even have them. Google their filenames, you can get them from the official bochs site among others.

megs: 32  
romimage: file=/usr/share/bochs/BIOS-bochs-latest, address=0xf0000  
vgaromimage: /usr/share/bochs/VGABIOS-elpin-2.40  
floppya: 1\_44=/dev/loop0, status=inserted  
boot: a  
log: bochsout.txt  
mouse: enabled=0  
clock: sync=realtime  
cpu: ips=500000

This will make bochs emulate a 32MB machine with a clock speed similar to a 350MHz PentiumII. The instructions per second can be cranked up - I prefer a slower emulation speed, simply so I can see what is going on if lots of text is being scrolled.

## 1.5. Useful scripts

We are going to be doing several things very often - making (compiling and linking) our project, and transferring the resulting kernel binary to our floppy disk image.

### 1.5.1. Makefile

# Makefile for JamesM's kernel tutorials.  
# The C and C++ rules are already setup by default.  
# The only one that needs changing is the assembler   
# rule, as we use nasm instead of GNU as.  
  
SOURCES=boot.o  
  
CFLAGS=  
LDFLAGS=-Tlink.ld  
ASFLAGS=-felf  
  
all: $(SOURCES) link   
  
clean:  
 »  -rm \*.o kernel  
  
link:  
 »  ld $(LDFLAGS) -o kernel $(SOURCES)  
  
.s.o:  
 »  nasm $(ASFLAGS) $<

This Makefile will compile every file in SOURCES, then link them together into one ELF binary, 'kernel'. It uses a linker script, 'link.ld' to do this:

### 1.5.2. Link.ld

/\* Link.ld -- Linker script for the kernel - ensure everything goes in the \*/  
/\*            Correct place.  \*/  
/\*            Original file taken from Bran's Kernel Development \*/  
/\*            tutorials: http://www.osdever.net/bkerndev/index.php. \*/  
  
ENTRY(start)  
SECTIONS  
{  
  .text 0x100000 :  
  {  
    code = .; \_code = .; \_\_code = .;  
    \*(.text)  
    . = ALIGN(4096);  
  }  
  
  .data :  
  {  
     data = .; \_data = .; \_\_data = .;  
     \*(.data)  
     \*(.rodata)  
     . = ALIGN(4096);  
  }  
  
  .bss :  
  {  
    bss = .; \_bss = .; \_\_bss = .;  
    \*(.bss)  
    . = ALIGN(4096);  
  }  
  
  end = .; \_end = .; \_\_end = .;  
}

This script tells LD how to set up our kernel image. Firstly it tells LD that the start location of our binary should be the symbol 'start'. It then tells LD that the .text section (that's where all your code goes) should be first, and should start at 0x100000 (1MB). The .data (initialised static data) and the .bss (uninitialised static data) should be next, and each should be page-aligned (ALIGN(4096)). Linux GCC also adds in an extra data section: .rodata. This is for read-only initialised data, such as constants. For simplicity we simply bundle this in with the .data section.

### 1.5.3. update\_image.sh

A nice little script that will poke your new kernel binary into the floppy image file (This assumes you have made a directory /mnt). Note: you will need /sbin in your $PATH to use losetup.

#!/bin/bash  
  
sudo losetup /dev/loop0 floppy.img  
sudo mount /dev/loop0 /mnt  
sudo cp src/kernel /mnt/kernel  
sudo umount /dev/loop0  
sudo losetup -d /dev/loop0

### 1.5.4. run\_bochs.sh

This script will setup a loopback device, run bochs on it, then disconnect it.

#!/bin/bash  
  
# run\_bochs.sh  
# mounts the correct loopback device, runs bochs, then unmounts.  
  
sudo /sbin/losetup /dev/loop0 floppy.img  
sudo bochs -f bochsrc.txt  
sudo /sbin/losetup -d /dev/loop0
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# 2. Genesis

## 2.1. The boot code

OK, It's time for some code! Although the brunt of our kernel will be written in C, there are certain things we just *must* use assembly for. One of those things is the initial boot code.

Here we go:

;  
; boot.s -- Kernel start location. Also defines multiboot header.  
; Based on Bran's kernel development tutorial file start.asm  
;  
  
MBOOT\_PAGE\_ALIGN    equ 1<<0    ; Load kernel and modules on a page boundary  
MBOOT\_MEM\_INFO      equ 1<<1    ; Provide your kernel with memory info  
MBOOT\_HEADER\_MAGIC  equ 0x1BADB002 ; Multiboot Magic value  
; NOTE: We do not use MBOOT\_AOUT\_KLUDGE. It means that GRUB does not  
; pass us a symbol table.  
MBOOT\_HEADER\_FLAGS  equ MBOOT\_PAGE\_ALIGN | MBOOT\_MEM\_INFO  
MBOOT\_CHECKSUM      equ -(MBOOT\_HEADER\_MAGIC + MBOOT\_HEADER\_FLAGS)  
  
  
[BITS 32]                       ; All instructions should be 32-bit.  
  
[GLOBAL mboot]                  ; Make 'mboot' accessible from C.  
[EXTERN code]                   ; Start of the '.text' section.  
[EXTERN bss]                    ; Start of the .bss section.  
[EXTERN end]                    ; End of the last loadable section.  
  
mboot:  
  dd  MBOOT\_HEADER\_MAGIC        ; GRUB will search for this value on each  
                                ; 4-byte boundary in your kernel file  
  dd  MBOOT\_HEADER\_FLAGS        ; How GRUB should load your file / settings  
  dd  MBOOT\_CHECKSUM            ; To ensure that the above values are correct  
     
  dd  mboot                     ; Location of this descriptor  
  dd  code                      ; Start of kernel '.text' (code) section.  
  dd  bss                       ; End of kernel '.data' section.  
  dd  end                       ; End of kernel.  
  dd  start                     ; Kernel entry point (initial EIP).  
  
[GLOBAL start]                  ; Kernel entry point.  
[EXTERN main]                   ; This is the entry point of our C code  
  
start:  
  push    ebx                   ; Load multiboot header location  
  
  ; Execute the kernel:  
  cli                         ; Disable interrupts.  
  call main                   ; call our main() function.  
  jmp $                       ; Enter an infinite loop, to stop the processor  
                              ; executing whatever rubbish is in the memory  
                              ; after our kernel!

## 2.2. Understanding the boot code

There's actually only a few lines of code in that snippet:

push ebx  
cli  
call main  
jmp $

The rest of it is all to do with the *multiboot header*.

### 2.2.1. Multiboot

Multiboot is a standard to which GRUB expects a kernel to comply. It is a way for the bootloader to

1. Know exactly what environment the kernel wants/needs when it boots.
2. Allow the kernel to query the environment it is in.

So, for example, if your kernel needs to be loaded in a specific VESA mode (which is a bad idea, by the way), you can inform the bootloader of this, and it can take care of it for you.

To make your kernel multiboot compatible, you need to add a header structure somewhere in your kernel (Actually, the header must be in the first 4KB of the kernel). Usefully, there is a NASM command that lets us embed specific constants in our code - 'dd'. These lines:

dd MBOOT\_HEADER\_MAGIC  
dd MBOOT\_HEADER\_FLAGS  
dd MBOOT\_CHECKSUM  
dd mboot  
dd code  
dd bss  
dd end  
dd start

Do just that. The MBOOT\_\* constants are defined above.

**MBOOT\_HEADER\_MAGIC**  
    A magic number. This identifies the kernel as multiboot-compatible.

**MBOOT\_HEADER\_FLAGS**  
    A field of flags. We ask for GRUB to page-align all kernel sections  
(MBOOT\_PAGE\_ALIGN) and also to give us some memory information (MBOOT\_MEM\_INFO). Note that some tutorials also use MBOOT\_AOUT\_KLUDGE. As we are using the ELF file format, this hack is not necessary, and adding it stops GRUB giving you your symbol table when you boot up.

**MBOOT\_CHECKSUM**  
    This field is defined such that when the magic number, the flags and  
this are added together, the total must be zero. It is for error checking.

**mboot**  
    The address of the structure that we are currently writing. GRUB uses  
this to tell if we are expecting to be relocated.

**code,bss,end,start**  
    These symbols are all defined by the linker. We use them to tell GRUB  
where the different sections of our kernel can be located.

On bootup, GRUB will load a pointer to another information structure into the EBX register. This can be used to query the environment GRUB set up for us.

### 2.2.2. Back to the code again...

So, immediately on bootup, the asm snippet tells the CPU to push the contents of EBX onto the stack (remember that EBX now contains a pointer to the multiboot information structure), disable interrupts (CLI), call our 'main' C function (which we haven't defined yet), then enter an infinite loop.

All is good, but the code won't link yet. We haven't defined main()!

## 2.3. Adding some C code

Interfacing C code and assembly is dead easy. You just have to know the calling convention used. GCC on x86 uses the \_\_cdecl calling convention:

* All parameters to a function are passed on the stack.
* The parameters are pushed *right-to-left*.
* The return value of a function is returned in EAX.

...so the function call:

d = func(a, b, c);

Becomes:

push [c]  
push [b]  
push [a]  
call func  
mov [d], eax

See? nothing to it! So, you can see that in our asm snippet above, that 'push ebx' is actually passing the value of ebx as a parameter to the function main().

### 2.3.1. The C code

// main.c -- Defines the C-code kernel entry point, calls initialisation routines.  
// Made for JamesM's tutorials   
  
int main(struct multiboot \*mboot\_ptr)  
{  
  // All our initialisation calls will go in here.  
  return 0xDEADBABA;  
}

Here's our first incarnation of the main() function. As you can see, we've made it take one parameter - a pointer to a multiboot struct. We'll define that later (we don't actually need to define it for the code to compile!).

All the function does is return a constant - 0xDEADBABA. That constant is unusual enough that it should stand out at you when we run the program in a second.

## 2.4. Compiling, linking and running!

Now that we've added a new file to our project, we have to add it to the makefile also. Edit these lines:

SOURCES=boot.o  
CFLAGS=

To become:

SOURCES=boot.o main.o  
CFLAGS=-nostdlib -nostdinc -fno-builtin -fno-stack-protector

We must stop GCC trying to link your linux C library with our kernel - it won't work at all (yet). That's what those CFLAGS are for.

OK, you should now be able to compile, link and run your kernel!

cd src  
make clean  # Ignore any errors here.  
make  
cd ..  
./update\_image.sh  
./run\_bochs.sh  # This may ask your for your root password.

That should cause bochs to boot, you'll see GRUB for a few seconds then the kernel will run. It doesn't actually *do* anything, so it'll just freeze, saying 'starting up...'.

If you open bochsout.txt, at the bottom you should see something like:

00074621500i[CPU  ] | EAX=deadbaba  EBX=0002d000  ECX=0001edd0 EDX=00000001  
00074621500i[CPU  ] | ESP=00067ec8  EBP=00067ee0  ESI=00053c76 EDI=00053c77  
00074621500i[CPU  ] | IOPL=0 id vip vif ac vm rf nt of df if tf sf zf af pf cf  
00074621500i[CPU  ] | SEG selector     base    limit G D  
00074621500i[CPU  ] | SEG sltr(index|ti|rpl)     base    limit G D  
00074621500i[CPU  ] |  CS:0008( 0001| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] |  DS:0010( 0002| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] |  SS:0010( 0002| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] |  ES:0010( 0002| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] |  FS:0010( 0002| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] |  GS:0010( 0002| 0|  0) 00000000 000fffff 1 1  
00074621500i[CPU  ] | EIP=00100027 (00100027)  
00074621500i[CPU  ] | CR0=0x00000011 CR1=0 CR2=0x00000000  
00074621500i[CPU  ] | CR3=0x00000000 CR4=0x00000000  
00074621500i[CPU  ] >> jmp .+0xfffffffe (0x00100027) : EBFE
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Bochs booting your kernel

Notice what the value of EAX is? 0xDEADBABA - the return value of main(). Congratulations, you now have a multiboot compatible assembly trampoline, and you're ready to start printing to the screen!

Sample code for this tutorial can be found [here](http://www.jamesmolloy.co.uk/downloads/genesis.tar)

***Copyright James Molloy 2008 - james<at>jamesmolloy.co.uk***

www.jamesmolloy.co.uk

[**Home**](http://www.jamesmolloy.co.uk/index.html) » JamesM's kernel development tutorials

[1. Environment setup](http://www.jamesmolloy.co.uk/tutorial_html/1.-Environment%20setup.html)  
[2. Genesis](http://www.jamesmolloy.co.uk/tutorial_html/2.-Genesis.html)  
**[3. The Screen](http://www.jamesmolloy.co.uk/tutorial_html/3.-The%20Screen.html)**  
[4. The GDT and IDT](http://groups.google.co.uk/group/alt.os.development/topics)  
[5. IRQs and the PIT](http://www.jamesmolloy.co.uk/tutorial_html/5.-IRQs%20and%20the%20PIT.html)  
[6. Paging](http://www.jamesmolloy.co.uk/tutorial_html/6.-Paging.html)  
[7. The Heap](http://www.jamesmolloy.co.uk/tutorial_html/7.-The%20Heap.html)  
[8. The VFS and the initrd](http://g.oswego.edu/dl/html/malloc.html)  
[9. Multitasking](http://www.jamesmolloy.co.uk/tutorial_html/9.-Multitasking.html)  
[10. User Mode](http://www.jamesmolloy.co.uk/tutorial_html/10.-User%20Mode.html)

# 3. The Screen

So, now that we have a 'kernel' that can run and stick itself into an infinite loop, it's time to get something interesting appearing on the screen. Along with serial I/O, the monitor will be your most important ally in the debugging battle.

## 3.1. The theory

Your kernel gets booted by GRUB in text mode. That is, it has available to it a framebuffer (area of memory) that controls a screen of characters (not pixels) 80 wide by 25 high. This will be the mode your kernel will operate in until your get into the world of VESA (which will not be covered in this tutorial).

The area of memory known as the framebuffer is accessible just like normal RAM, at address *0xB8000*. It is important to note, however, that it is *not* actually normal RAM. It is part of the VGA controller's dedicated video memory that has been memory-mapped via hardware into your linear address space. This is an important distinction.

The framebuffer is just an array of 16-bit words, each 16-bit value representing the display of one character. The offset from the start of the framebuffer of the word that specifies a character at position *x*, *y* is:

(y \* 80 + x) \* 2

What's important to note is that the '\* 2' is there only because each element is 2 bytes (16 bits) long. If you're indexing an array of 16-bit values, for example, your index would just be y\*80+x.
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Word format

In ASCII (unicode is not supported in text mode), 8 bits are used to represent a character. That gives us 8 more bits which are unused. The VGA hardware uses these to designate foreground and background colours (4 bits each). The splitting of this 16-bit value is shown in the diagram to the right.

4 bits for a colour code gives us 15 possible colours we can display:

0:black, 1:blue, 2:green, 3:cyan, 4:red, 5:magenta, 6:brown, 7:light grey, 8:dark grey, 9:light blue, 10:light green, 11:light cyan, 12:light red, 13:light magneta, 14: light brown, 15: white.

The VGA controller also has some ports on the main I/O bus, which you can use to send it specific instructions. (Among others) it has a control register at 0x3D4 and a data register at 0x3D5. We will use these to instruct the controller to update it's cursor position (the flashy underbar thing that tells you where your next character will go).

## 3.2. The practice

### 3.2.1. First things first

Firstly, we need a few more commonly-used global functions. common.c and common.h include functions for writing to and reading from the I/O bus, and some typedefs that will make it easier for us to write portable code. They are also the ideal place to put functions such as memcpy/memset etc. I have left them for you to implement! :)

// common.h -- Defines typedefs and some global functions.  
// From JamesM's kernel development tutorials.  
  
#ifndef COMMON\_H  
#define COMMON\_H  
  
// Some nice typedefs, to standardise sizes across platforms.  
// These typedefs are written for 32-bit X86.  
typedef unsigned int   u32int;  
typedef          int   s32int;  
typedef unsigned short u16int;  
typedef          short s16int;  
typedef unsigned char  u8int;  
typedef          char  s8int;  
  
void outb(u16int port, u8int value);  
u8int inb(u16int port);  
u16int inw(u16int port);  
  
#endif

// common.c -- Defines some global functions.  
// From JamesM's kernel development tutorials.  
  
#include "common.h"  
  
// Write a byte out to the specified port.  
void outb(u16int port, u8int value)  
{  
    asm volatile ("outb %1, %0" : : "dN" (port), "a" (value));  
}  
  
u8int inb(u16int port)  
{  
   u8int ret;  
   asm volatile("inb %1, %0" : "=a" (ret) : "dN" (port));  
   return ret;  
}  
  
u16int inw(u16int port)  
{  
   u16int ret;  
   asm volatile ("inw %1, %0" : "=a" (ret) : "dN" (port));  
   return ret;  
}

### 3.2.2. The monitor code

A simple header file:

// monitor.h -- Defines the interface for monitor.h  
// From JamesM's kernel development tutorials.  
  
#ifndef MONITOR\_H  
#define MONITOR\_H  
  
#include "common.h"  
  
// Write a single character out to the screen.  
void monitor\_put(char c);  
  
// Clear the screen to all black.  
void monitor\_clear();  
  
// Output a null-terminated ASCII string to the monitor.  
void monitor\_write(char \*c);  
  
#endif // MONITOR\_H

#### 3.2.2.1. Moving the cursor

To move the hardware cursor, we must firstly work out the linear offset of the x,y cursor coordinate. We do this by using the equation above. Next, we have to send this offset to the VGA controller. For some reason, it accepts the 16-bit location as two bytes. We send the controller's command port (0x3D4) the command 14 to tell it we are sending the high byte, then send that byte to port 0x3D5. We then repeat with the low byte, but send the command 15 instead.

// Updates the hardware cursor.  
static void move\_cursor()  
{  
   // The screen is 80 characters wide...  
   u16int cursorLocation = cursor\_y \* 80 + cursor\_x;  
   outb(0x3D4, 14);                  // Tell the VGA board we are setting the high cursor byte.  
   outb(0x3D5, cursorLocation >> 8); // Send the high cursor byte.  
   outb(0x3D4, 15);                  // Tell the VGA board we are setting the low cursor byte.  
   outb(0x3D5, cursorLocation);      // Send the low cursor byte.  
}

#### 3.2.2.2. Scrolling the screen

At some point we're going to fill up the screen with text. It would be nice if, when we do that, the screen acted like a terminal and scrolled up one line. Actually, this really isn't very difficult to do:

// Scrolls the text on the screen up by one line.  
static void scroll()  
{  
  
   // Get a space character with the default colour attributes.  
   u8int attributeByte = (0 /\*black\*/ << 4) | (15 /\*white\*/ & 0x0F);  
   u16int blank = 0x20 /\* space \*/ | (attributeByte << 8);  
  
   // Row 25 is the end, this means we need to scroll up  
   if(cursor\_y >= 25)  
   {  
       // Move the current text chunk that makes up the screen  
       // back in the buffer by a line  
       int i;  
       for (i = 0\*80; i < 24\*80; i++)  
       {  
           video\_memory[i] = video\_memory[i+80];  
       }  
  
       // The last line should now be blank. Do this by writing  
       // 80 spaces to it.  
       for (i = 24\*80; i < 25\*80; i++)  
       {  
           video\_memory[i] = blank;  
       }  
       // The cursor should now be on the last line.  
       cursor\_y = 24;  
   }  
}

#### 3.2.2.3. Writing a character to the screen

Now the code gets a little more complex. But, if you look at it, you'll see that most of it is logic as to where to put the cursor next - there really isn't much difficult there.

// Writes a single character out to the screen.  
void monitor\_put(char c)  
{  
   // The background colour is black (0), the foreground is white (15).  
   u8int backColour = 0;  
   u8int foreColour = 15;  
  
   // The attribute byte is made up of two nibbles - the lower being the  
   // foreground colour, and the upper the background colour.  
   u8int  attributeByte = (backColour << 4) | (foreColour & 0x0F);  
   // The attribute byte is the top 8 bits of the word we have to send to the  
   // VGA board.  
   u16int attribute = attributeByte << 8;  
   u16int \*location;  
  
   // Handle a backspace, by moving the cursor back one space  
   if (c == 0x08 && cursor\_x)  
   {  
       cursor\_x--;  
   }  
  
   // Handle a tab by increasing the cursor's X, but only to a point  
   // where it is divisible by 8.  
   else if (c == 0x09)  
   {  
       cursor\_x = (cursor\_x+8) & ~(8-1);  
   }  
  
   // Handle carriage return  
   else if (c == '\r')  
   {  
       cursor\_x = 0;  
   }  
  
   // Handle newline by moving cursor back to left and increasing the row  
   else if (c == '\n')  
   {  
       cursor\_x = 0;  
       cursor\_y++;  
   }  
   // Handle any other printable character.  
   else if(c >= ' ')  
   {  
       location = video\_memory + (cursor\_y\*80 + cursor\_x);  
       \*location = c | attribute;  
       cursor\_x++;  
   }  
  
   // Check if we need to insert a new line because we have reached the end  
   // of the screen.  
   if (cursor\_x >= 80)  
   {  
       cursor\_x = 0;  
       cursor\_y ++;  
   }  
  
   // Scroll the screen if needed.  
   scroll();  
   // Move the hardware cursor.  
   move\_cursor();  
}

See? It's pretty simple! The bit that actually does the writing is here:

location = video\_memory + (cursor\_y\*80 + cursor\_x);  
\*location = c | attribute;

* Set 'location' to point to the linear address of the word corresponding to the current cursor position (see equation above).
* Set the value at 'location' to be the logical-OR of the character and 'attribute'. Remember that we shifted 'attribute' left 8 bits above, so actually we're just setting 'c' as the lower byte of 'attribute'.

#### 3.2.2.4. Clearing the screen

Clearing the screen is also dead easy. Just fill it with loads of spaces:

// Clears the screen, by copying lots of spaces to the framebuffer.  
void monitor\_clear()  
{  
   // Make an attribute byte for the default colours  
   u8int attributeByte = (0 /\*black\*/ << 4) | (15 /\*white\*/ & 0x0F);  
   u16int blank = 0x20 /\* space \*/ | (attributeByte << 8);  
  
   int i;  
   for (i = 0; i < 80\*25; i++)  
   {  
       video\_memory[i] = blank;  
   }  
  
   // Move the hardware cursor back to the start.  
   cursor\_x = 0;  
   cursor\_y = 0;  
   move\_cursor();  
}

#### 3.2.2.5. Writing a string

// Outputs a null-terminated ASCII string to the monitor.  
void monitor\_write(char \*c)  
{  
   int i = 0;  
   while (c[i])  
   {  
       monitor\_put(c[i++]);  
   }  
}

## 3.3. Summary

If you put all that code together, you can add a couple of lines to your main.c file:

monitor\_clear();  
monitor\_write("Hello, world!");

Et voila - a text output function! Not bad for a couple of minutes' work, eh?

## 3.4. Extensions

Apart from implementing memcpy/memset/strlen/strcmp etc, there are a few other functions that will make life easier for you.

void monitor\_write\_hex(u32int n)  
{  
   // TODO: implement this yourself!  
}  
  
void monitor\_write\_dec(u32int n)  
{  
   // TODO: implement this yourself!  
}

The function names should be pretty self explanatory -- writing in hexadecimal really is required if you're going to check the validity of pointers. Decimal is optional but it's nice to see something in base 10 every once in a while!
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Hello, world!

You could also have a scout at the linux0.1 code - that has an implementation of vsprintf which is quite neat and tidy. You could copy that function then use it to implement printf(), which will make your life a hell of a lot easier when it comes to debugging.

Source code for this tutorial is available [here](http://www.jamesmolloy.co.uk/downloads/the_screen.tar.gz)
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# 3. The Screen

So, now that we have a 'kernel' that can run and stick itself into an infinite loop, it's time to get something interesting appearing on the screen. Along with serial I/O, the monitor will be your most important ally in the debugging battle.

## 3.1. The theory

Your kernel gets booted by GRUB in text mode. That is, it has available to it a framebuffer (area of memory) that controls a screen of characters (not pixels) 80 wide by 25 high. This will be the mode your kernel will operate in until your get into the world of VESA (which will not be covered in this tutorial).

The area of memory known as the framebuffer is accessible just like normal RAM, at address *0xB8000*. It is important to note, however, that it is *not* actually normal RAM. It is part of the VGA controller's dedicated video memory that has been memory-mapped via hardware into your linear address space. This is an important distinction.

The framebuffer is just an array of 16-bit words, each 16-bit value representing the display of one character. The offset from the start of the framebuffer of the word that specifies a character at position *x*, *y* is:

(y \* 80 + x) \* 2

What's important to note is that the '\* 2' is there only because each element is 2 bytes (16 bits) long. If you're indexing an array of 16-bit values, for example, your index would just be y\*80+x.
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Word format

In ASCII (unicode is not supported in text mode), 8 bits are used to represent a character. That gives us 8 more bits which are unused. The VGA hardware uses these to designate foreground and background colours (4 bits each). The splitting of this 16-bit value is shown in the diagram to the right.

4 bits for a colour code gives us 15 possible colours we can display:

0:black, 1:blue, 2:green, 3:cyan, 4:red, 5:magenta, 6:brown, 7:light grey, 8:dark grey, 9:light blue, 10:light green, 11:light cyan, 12:light red, 13:light magneta, 14: light brown, 15: white.

The VGA controller also has some ports on the main I/O bus, which you can use to send it specific instructions. (Among others) it has a control register at 0x3D4 and a data register at 0x3D5. We will use these to instruct the controller to update it's cursor position (the flashy underbar thing that tells you where your next character will go).

## 3.2. The practice

### 3.2.1. First things first

Firstly, we need a few more commonly-used global functions. common.c and common.h include functions for writing to and reading from the I/O bus, and some typedefs that will make it easier for us to write portable code. They are also the ideal place to put functions such as memcpy/memset etc. I have left them for you to implement! :)

// common.h -- Defines typedefs and some global functions.  
// From JamesM's kernel development tutorials.  
  
#ifndef COMMON\_H  
#define COMMON\_H  
  
// Some nice typedefs, to standardise sizes across platforms.  
// These typedefs are written for 32-bit X86.  
typedef unsigned int   u32int;  
typedef          int   s32int;  
typedef unsigned short u16int;  
typedef          short s16int;  
typedef unsigned char  u8int;  
typedef          char  s8int;  
  
void outb(u16int port, u8int value);  
u8int inb(u16int port);  
u16int inw(u16int port);  
  
#endif

// common.c -- Defines some global functions.  
// From JamesM's kernel development tutorials.  
  
#include "common.h"  
  
// Write a byte out to the specified port.  
void outb(u16int port, u8int value)  
{  
    asm volatile ("outb %1, %0" : : "dN" (port), "a" (value));  
}  
  
u8int inb(u16int port)  
{  
   u8int ret;  
   asm volatile("inb %1, %0" : "=a" (ret) : "dN" (port));  
   return ret;  
}  
  
u16int inw(u16int port)  
{  
   u16int ret;  
   asm volatile ("inw %1, %0" : "=a" (ret) : "dN" (port));  
   return ret;  
}

### 3.2.2. The monitor code

A simple header file:

// monitor.h -- Defines the interface for monitor.h  
// From JamesM's kernel development tutorials.  
  
#ifndef MONITOR\_H  
#define MONITOR\_H  
  
#include "common.h"  
  
// Write a single character out to the screen.  
void monitor\_put(char c);  
  
// Clear the screen to all black.  
void monitor\_clear();  
  
// Output a null-terminated ASCII string to the monitor.  
void monitor\_write(char \*c);  
  
#endif // MONITOR\_H

#### 3.2.2.1. Moving the cursor

To move the hardware cursor, we must firstly work out the linear offset of the x,y cursor coordinate. We do this by using the equation above. Next, we have to send this offset to the VGA controller. For some reason, it accepts the 16-bit location as two bytes. We send the controller's command port (0x3D4) the command 14 to tell it we are sending the high byte, then send that byte to port 0x3D5. We then repeat with the low byte, but send the command 15 instead.

// Updates the hardware cursor.  
static void move\_cursor()  
{  
   // The screen is 80 characters wide...  
   u16int cursorLocation = cursor\_y \* 80 + cursor\_x;  
   outb(0x3D4, 14);                  // Tell the VGA board we are setting the high cursor byte.  
   outb(0x3D5, cursorLocation >> 8); // Send the high cursor byte.  
   outb(0x3D4, 15);                  // Tell the VGA board we are setting the low cursor byte.  
   outb(0x3D5, cursorLocation);      // Send the low cursor byte.  
}

#### 3.2.2.2. Scrolling the screen

At some point we're going to fill up the screen with text. It would be nice if, when we do that, the screen acted like a terminal and scrolled up one line. Actually, this really isn't very difficult to do:

// Scrolls the text on the screen up by one line.  
static void scroll()  
{  
  
   // Get a space character with the default colour attributes.  
   u8int attributeByte = (0 /\*black\*/ << 4) | (15 /\*white\*/ & 0x0F);  
   u16int blank = 0x20 /\* space \*/ | (attributeByte << 8);  
  
   // Row 25 is the end, this means we need to scroll up  
   if(cursor\_y >= 25)  
   {  
       // Move the current text chunk that makes up the screen  
       // back in the buffer by a line  
       int i;  
       for (i = 0\*80; i < 24\*80; i++)  
       {  
           video\_memory[i] = video\_memory[i+80];  
       }  
  
       // The last line should now be blank. Do this by writing  
       // 80 spaces to it.  
       for (i = 24\*80; i < 25\*80; i++)  
       {  
           video\_memory[i] = blank;  
       }  
       // The cursor should now be on the last line.  
       cursor\_y = 24;  
   }  
}

#### 3.2.2.3. Writing a character to the screen

Now the code gets a little more complex. But, if you look at it, you'll see that most of it is logic as to where to put the cursor next - there really isn't much difficult there.

// Writes a single character out to the screen.  
void monitor\_put(char c)  
{  
   // The background colour is black (0), the foreground is white (15).  
   u8int backColour = 0;  
   u8int foreColour = 15;  
  
   // The attribute byte is made up of two nibbles - the lower being the  
   // foreground colour, and the upper the background colour.  
   u8int  attributeByte = (backColour << 4) | (foreColour & 0x0F);  
   // The attribute byte is the top 8 bits of the word we have to send to the  
   // VGA board.  
   u16int attribute = attributeByte << 8;  
   u16int \*location;  
  
   // Handle a backspace, by moving the cursor back one space  
   if (c == 0x08 && cursor\_x)  
   {  
       cursor\_x--;  
   }  
  
   // Handle a tab by increasing the cursor's X, but only to a point  
   // where it is divisible by 8.  
   else if (c == 0x09)  
   {  
       cursor\_x = (cursor\_x+8) & ~(8-1);  
   }  
  
   // Handle carriage return  
   else if (c == '\r')  
   {  
       cursor\_x = 0;  
   }  
  
   // Handle newline by moving cursor back to left and increasing the row  
   else if (c == '\n')  
   {  
       cursor\_x = 0;  
       cursor\_y++;  
   }  
   // Handle any other printable character.  
   else if(c >= ' ')  
   {  
       location = video\_memory + (cursor\_y\*80 + cursor\_x);  
       \*location = c | attribute;  
       cursor\_x++;  
   }  
  
   // Check if we need to insert a new line because we have reached the end  
   // of the screen.  
   if (cursor\_x >= 80)  
   {  
       cursor\_x = 0;  
       cursor\_y ++;  
   }  
  
   // Scroll the screen if needed.  
   scroll();  
   // Move the hardware cursor.  
   move\_cursor();  
}

See? It's pretty simple! The bit that actually does the writing is here:

location = video\_memory + (cursor\_y\*80 + cursor\_x);  
\*location = c | attribute;

* Set 'location' to point to the linear address of the word corresponding to the current cursor position (see equation above).
* Set the value at 'location' to be the logical-OR of the character and 'attribute'. Remember that we shifted 'attribute' left 8 bits above, so actually we're just setting 'c' as the lower byte of 'attribute'.

#### 3.2.2.4. Clearing the screen

Clearing the screen is also dead easy. Just fill it with loads of spaces:

// Clears the screen, by copying lots of spaces to the framebuffer.  
void monitor\_clear()  
{  
   // Make an attribute byte for the default colours  
   u8int attributeByte = (0 /\*black\*/ << 4) | (15 /\*white\*/ & 0x0F);  
   u16int blank = 0x20 /\* space \*/ | (attributeByte << 8);  
  
   int i;  
   for (i = 0; i < 80\*25; i++)  
   {  
       video\_memory[i] = blank;  
   }  
  
   // Move the hardware cursor back to the start.  
   cursor\_x = 0;  
   cursor\_y = 0;  
   move\_cursor();  
}

#### 3.2.2.5. Writing a string

// Outputs a null-terminated ASCII string to the monitor.  
void monitor\_write(char \*c)  
{  
   int i = 0;  
   while (c[i])  
   {  
       monitor\_put(c[i++]);  
   }  
}

## 3.3. Summary

If you put all that code together, you can add a couple of lines to your main.c file:

monitor\_clear();  
monitor\_write("Hello, world!");

Et voila - a text output function! Not bad for a couple of minutes' work, eh?

## 3.4. Extensions

Apart from implementing memcpy/memset/strlen/strcmp etc, there are a few other functions that will make life easier for you.

void monitor\_write\_hex(u32int n)  
{  
   // TODO: implement this yourself!  
}  
  
void monitor\_write\_dec(u32int n)  
{  
   // TODO: implement this yourself!  
}

The function names should be pretty self explanatory -- writing in hexadecimal really is required if you're going to check the validity of pointers. Decimal is optional but it's nice to see something in base 10 every once in a while!
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Hello, world!

You could also have a scout at the linux0.1 code - that has an implementation of vsprintf which is quite neat and tidy. You could copy that function then use it to implement printf(), which will make your life a hell of a lot easier when it comes to debugging.

Source code for this tutorial is available [here](http://www.jamesmolloy.co.uk/tutorial_html/4.-The%20GDT%20and%20IDT.html)
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# 4. The GDT and IDT

The GDT and the IDT are descriptor tables. They are arrays of flags and bit values describing the operation of either the segmentation system (in the case of the GDT), or the interrupt vector table (IDT).

They are, unfortunately, a little theory-heavy, but bear with it because it'll be over soon!

## 4.1. The Global Descriptor Table (theory)

The x86 architecture has two methods of memory protection and of providing virtual memory - segmentation and paging.

With segmentation, every memory access is evaluated with respect to a segment. That is, the memory address is added to the segment's base address, and checked against the segment's length. You can think of a segment as a window into the address space - The process does not know it's a window, all it sees is a linear address space starting at zero and going up to the segment length.

With paging, the address space is split into (usually 4KB, but this can change) blocks, called pages. Each page can be mapped into physical memory - mapped onto what is called a 'frame'. Or, it can be unmapped. Like this you can create virtual memory spaces.

Both of these methods have their advantages, but paging is much better. Segmentation is, although still usable, fast becoming obsolete as a method of memory protection and virtual memory. In fact, the x86-64 architecture requires a flat memory model (one segment with a base of 0 and a limit of 0xFFFFFFFF) for some of it's instructions to operate properly.

Segmentation is, however, totally in-built into the x86 architecture. It's impossible to get around it. So here we're going to show you how to set up your own Global Descriptor Table - a list of segment descriptors.

As mentioned before, we're going to try and set up a flat memory model. The segment's window should start at 0x00000000 and extend to 0xFFFFFFFF (the end of memory). However, there is one thing that segmentation can do that paging can't, and that's *set the ring level*.

A ring is a privilege level - zero being the most privileged, and three being the least. Processes in ring zero are said to be running in *kernel-mode*, or *supervisor-mode*, because they can use instructions like *sti* and *cli*, something which most processes can't. Normally, rings 1 and 2 are unused. They can, technically, access a greater subset of the supervisor-mode instructions than ring 3 can. Some microkernel architectures use these for running *server processes*, or drivers.

A segment descriptor carries inside it a number representing the ring level it applies to. To change ring levels (which we'll do later on), among other things, we need segments that represent both ring 0 and ring 3.[[3.2.4]](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html#3.2.4)

## 4.2. The Global Descriptor Table (practical)

![http://www.jamesmolloy.co.uk/images/gdt_idt_gdt_format_2.png](data:image/png;base64,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)  
Access byte format

OK, that was one humungous chunk of theory, lets get into the nitty gritty of implementing this.

One thing I forgot to mention is that GRUB sets a GDT up for you. The problem is that you don't know where that GDT is, or what's in it. So you could accidentally overwrite it, then your computer would triple-fault and reset. Not clever.

In the x86, we have 6 segmentation registers. Each holds an offset into the GDT. They are cs (code segment), ds (data segment), es (extra segment), fs, gs, ss (stack segment). The code segment *must* reference a descriptor which is set as a 'code segment'. There is a flag for this in the access byte. The rest should all reference a descriptor which is set as a 'data segment'.

### 4.2.1. descriptor\_tables.h

A GDT entry looks like this:

// This structure contains the value of one GDT entry.  
// We use the attribute 'packed' to tell GCC not to change  
// any of the alignment in the structure.  
struct gdt\_entry\_struct  
{  
   u16int limit\_low;           // The lower 16 bits of the limit.  
   u16int base\_low;            // The lower 16 bits of the base.  
   u8int  base\_middle;         // The next 8 bits of the base.  
   u8int  access;              // Access flags, determine what ring this segment can be used in.  
   u8int  granularity;  
   u8int  base\_high;           // The last 8 bits of the base.  
} \_\_attribute\_\_((packed));  
typedef struct gdt\_entry\_struct gdt\_entry\_t;

![http://www.jamesmolloy.co.uk/images/gdt_idt_gdt_format_1.png](data:image/png;base64,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)  
Granularity byte format

Most of those fields should be self-explanatory. The format of the access byte is given on the right above, and the format of the granularity byte is here on the right.

**P**  
    Is segment present? (1 = Yes)  
**DPL**  
    Descriptor privilege level - Ring 0 - 3.  
**DT**  
    Descriptor type  
**Type**  
    Segment type - code segment / data segment.  
**G**  
    Granularity (0 = 1 byte, 1 = 1kbyte)  
**D**  
    Operand size (0 = 16bit, 1 = 32bit)  
**0**  
    Should always be zero.  
**A**  
    Available for system use (always zero).

To tell the processor where to find our GDT, we have to give it the address of a special pointer structure:

struct gdt\_ptr\_struct  
{  
   u16int limit;               // The upper 16 bits of all selector limits.  
   u32int base;                // The address of the first gdt\_entry\_t struct.  
}  
 \_\_attribute\_\_((packed));  
typedef struct gdt\_ptr\_struct gdt\_ptr\_t;

The base is the address of the first entry in our GDT, the limit being the size of the table minus one (the last valid address in the table).

Those struct definitions should go in a header file, descriptor\_tables.h, along with a prototype.

// Initialisation function is publicly accessible.  
void init\_descriptor\_tables();

### 4.2.2. descriptor\_tables.c

In descriptor\_tables.c, we have a few declarations:

//  
// descriptor\_tables.c - Initialises the GDT and IDT, and defines the   
// default ISR and IRQ handler.  
// Based on code from Bran's kernel development tutorials.  
// Rewritten for JamesM's kernel development tutorials.  
//  
  
#include "common.h"  
#include "descriptor\_tables.h"  
  
// Lets us access our ASM functions from our C code.  
extern void gdt\_flush(u32int);  
  
// Internal function prototypes.  
static void init\_gdt();  
static void gdt\_set\_gate(s32int,u32int,u32int,u8int,u8int);  
  
gdt\_entry\_t gdt\_entries[5];  
gdt\_ptr\_t   gdt\_ptr;  
idt\_entry\_t idt\_entries[256];  
idt\_ptr\_t   idt\_ptr;

Notice the gdt\_flush function - this will be defined in an ASM file, and will load our GDT pointer for us.

// Initialisation routine - zeroes all the interrupt service routines,  
// initialises the GDT and IDT.  
void init\_descriptor\_tables()  
{  
   // Initialise the global descriptor table.  
   init\_gdt();  
}  
  
static void init\_gdt()  
{  
   gdt\_ptr.limit = (sizeof(gdt\_entry\_t) \* 5) - 1;  
   gdt\_ptr.base  = (u32int)&gdt\_entries;  
  
   gdt\_set\_gate(0, 0, 0, 0, 0);                // Null segment  
   gdt\_set\_gate(1, 0, 0xFFFFFFFF, 0x9A, 0xCF); // Code segment  
   gdt\_set\_gate(2, 0, 0xFFFFFFFF, 0x92, 0xCF); // Data segment  
   gdt\_set\_gate(3, 0, 0xFFFFFFFF, 0xFA, 0xCF); // User mode code segment  
   gdt\_set\_gate(4, 0, 0xFFFFFFFF, 0xF2, 0xCF); // User mode data segment  
  
   gdt\_flush((u32int)&gdt\_ptr);  
}  
  
// Set the value of one GDT entry.  
static void gdt\_set\_gate(s32int num, u32int base, u32int limit, u8int access, u8int gran)  
{  
   gdt\_entries[num].base\_low    = (base & 0xFFFF);  
   gdt\_entries[num].base\_middle = (base >> 16) & 0xFF;  
   gdt\_entries[num].base\_high   = (base >> 24) & 0xFF;  
  
   gdt\_entries[num].limit\_low   = (limit & 0xFFFF);  
   gdt\_entries[num].granularity = (limit >> 16) & 0x0F;  
  
   gdt\_entries[num].granularity |= gran & 0xF0;  
   gdt\_entries[num].access      = access;  
}

Lets just analyse that code for a moment. init\_gdt initially sets up the gdt pointer structure - the limit is the size of each gdt entry \* 5 - we have 5 entries. Why 5? well, we have a code and data segment descriptor for the kernel, code and data segment descriptors for user mode, and a null entry. This *must* be present, or bad things will happen.

gdt\_init then sets up the 5 descriptors, by calling gdt\_set\_gate. gdt\_set\_gate just does some severe bit-twiddling and shifting, and should be self-explanatory with a hard stare at it. Notice that the only thing that changes between the 4 segment descriptors is the access byte - 0x9A, 0x92, 0xFA, 0xF2. You can see, if you map out the bits and compare them to the format diagram above, the bits that are changing are the type and DPL fields. DPL is the descriptor privilege level - 3 for user code and 0 for kernel code. Type specifies whether the segment is a code segment or a data segment (the processor checks this often, and can be the source of much frustration).

Finally, we have our ASM function that will write the GDT pointer.

[GLOBAL gdt\_flush]    ; Allows the C code to call gdt\_flush().  
  
gdt\_flush:  
   mov eax, [esp+4]  ; Get the pointer to the GDT, passed as a parameter.  
   lgdt [eax]        ; Load the new GDT pointer  
  
   mov ax, 0x10      ; 0x10 is the offset in the GDT to our data segment  
   mov ds, ax        ; Load all data segment selectors  
   mov es, ax  
   mov fs, ax  
   mov gs, ax  
   mov ss, ax  
   jmp 0x08:.flush   ; 0x08 is the offset to our code segment: Far jump!  
.flush:  
   ret

This function takes the first parameter passed to it (in esp+4), loads the value is points to into the GDT (using the lgdt instruction), then loads the segment selectors for the data and code segments. Notice that each GDT entry is 8 bytes, and the kernel code descriptor is the second segment, so it's offset is 0x08. Likewise the kernel data descriptor is the third, so it's offset is 16 = 0x10. Here we move the value 0x10 into the data segment registers ds,es,fd,gs,ss. To change the code segment is slightly different; we must do a far jump. This changes the CS implicitly.

## 4.3. The Interrupt Descriptor Table (theory)

There are times when you want to interrupt the processor. You want to stop it doing what it is doing, and force it to do something different. An example of this is when an timer or keyboard interrupt request (IRQ) fires. An interrupt is like a POSIX signal - it tells you that something of interest has happened. The processor can register 'signal handlers' (interrupt handlers) that deal with the interrupt, then return to the code that was running before it fired. Interrupts can be fired externally, via IRQs, or internally, via the 'int n' instruction. There are very useful reasons for wanting to do fire interrupts from software, but that's for another chapter!

The *Interrupt Descriptor Table* tells the processor where to find handlers for each interrupt. It is very similar to the GDT. It is just an array of entries, each one corresponding to an interrupt number. There are 256 possible interrupt numbers, so 256 must be defined. If an interrupt occurs and there is no entry for it (even a NULL entry is fine), the processor will panic and reset.

### 4.3.1. Faults, traps and exceptions

The processor will sometimes need to signal your kernel. Something major may have happened, such as a divide-by-zero, or a page fault. To do this, it uses the first 32 interrupts. It is therefore doubly important that all of these are mapped and non-NULL - else the CPU will triple-fault and reset (bochs will panic with an 'unhandled exception' error).

The special, CPU-dedicated interrupts are shown below.

* 0 - Division by zero exception
* 1 - Debug exception
* 2 - Non maskable interrupt
* 3 - Breakpoint exception
* 4 - 'Into detected overflow'
* 5 - Out of bounds exception
* 6 - Invalid opcode exception
* 7 - No coprocessor exception
* 8 - Double fault *(pushes an error code)*
* 9 - Coprocessor segment overrun
* 10 - Bad TSS *(pushes an error code)*
* 11 - Segment not present *(pushes an error code)*
* 12 - Stack fault *(pushes an error code)*
* 13 - General protection fault *(pushes an error code)*
* 14 - Page fault *(pushes an error code)*
* 15 - Unknown interrupt exception
* 16 - Coprocessor fault
* 17 - Alignment check exception
* 18 - Machine check exception
* 19-31 - Reserved

## 4.4. The Interrupt Descriptor Table (practice)

### 4.4.1. descriptor\_tables.h

We should add some definitions to descriptor\_tables.h:

// A struct describing an interrupt gate.  
struct idt\_entry\_struct  
{  
   u16int base\_lo;             // The lower 16 bits of the address to jump to when this interrupt fires.  
   u16int sel;                 // Kernel segment selector.  
   u8int  always0;             // This must always be zero.  
   u8int  flags;               // More flags. See documentation.  
   u16int base\_hi;             // The upper 16 bits of the address to jump to.  
} \_\_attribute\_\_((packed));  
typedef struct idt\_entry\_struct idt\_entry\_t;  
  
// A struct describing a pointer to an array of interrupt handlers.  
// This is in a format suitable for giving to 'lidt'.  
struct idt\_ptr\_struct  
{  
   u16int limit;  
   u32int base;                // The address of the first element in our idt\_entry\_t array.  
} \_\_attribute\_\_((packed));  
typedef struct idt\_ptr\_struct idt\_ptr\_t;  
  
// These extern directives let us access the addresses of our ASM ISR handlers.  
extern void isr0 ();  
...  
extern void isr31();
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Flags byte format

See? Very similar to the GDT entry and ptr structs. The flags field format is shown on the right. The lower 5-bits should be constant at 0b0110 - 14 in decimal. The DPL describes the privilege level we expect to be called from - in our case zero, but as we progress we'll have to change that to 3. The P bit signifies the entry is present. Any descriptor with this bit clear will cause a "Interrupt Not Handled" exception.

### 4.4.2. descriptor\_tables.c

We need to modify this file to add our new code.

...  
extern void idt\_flush(u32int);  
...  
static void init\_idt();  
static void idt\_set\_gate(u8int,u32int,u16int,u8int);  
...  
idt\_entry\_t idt\_entries[256];  
idt\_ptr\_t   idt\_ptr;  
...  
void init\_descriptor\_tables()  
{  
  init\_gdt();  
  init\_idt();  
}  
...  
static void init\_idt()  
{  
   idt\_ptr.limit = sizeof(idt\_entry\_t) \* 256 -1;  
   idt\_ptr.base  = (u32int)&idt\_entries;  
  
   memset(&idt\_entries, 0, sizeof(idt\_entry\_t)\*256);  
  
   idt\_set\_gate( 0, (u32int)isr0 , 0x08, 0x8E);  
   idt\_set\_gate( 1, (u32int)isr1 , 0x08, 0x8E);  
   ...  
   idt\_set\_gate(31, (u32int)isr32, 0x08, 0x8E);  
  
   idt\_flush((u32int)&idt\_ptr);  
}  
  
static void idt\_set\_gate(u8int num, u32int base, u16int sel, u8int flags)  
{  
   idt\_entries[num].base\_lo = base & 0xFFFF;  
   idt\_entries[num].base\_hi = (base >> 16) & 0xFFFF;  
  
   idt\_entries[num].sel     = sel;  
   idt\_entries[num].always0 = 0;  
   // We must uncomment the OR below when we get to using user-mode.  
   // It sets the interrupt gate's privilege level to 3.  
   idt\_entries[num].flags   = flags /\* | 0x60 \*/;  
}

This gets added to gdt.s also:

[GLOBAL idt\_flush]    ; Allows the C code to call idt\_flush().  
  
idt\_flush:  
   mov eax, [esp+4]  ; Get the pointer to the IDT, passed as a parameter.   
   lidt [eax]        ; Load the IDT pointer.  
   ret

### 4.4.3. interrupt.s

Great! We've got code that will tell the CPU where to find our interrupt handlers - but we haven't written any yet!

When the processor receives an interrupt, it saves the contents of the essential registers (instruction pointer, stack pointer, code and data segments, flags register) to the stack. It then finds the interrupt handler location from our IDT and jumps to it.

Now, just like POSIX signal handlers, you don't get given any information about what interrupt was called when your handler is run. So, unfortunately, we can't just have one common handler, we must write a different handler for each interrupt we want to handle. This is pretty crap, so we want to keep the amount of duplicated code to a minimum. We do this by writing many handlers that just push the interrupt number (hardcoded in the ASM) onto the stack, and call a common handler function.

That's all gravy, but unfortunately, we have another problem - some interrupts also push an error code onto the stack. We can't call a common function without a common stack frame, so for those that don't push an error code, we push a dummy one, so the stack is the same.

[GLOBAL isr0]  
isr0:  
  cli                 ; Disable interrupts  
  push byte 0         ; Push a dummy error code (if ISR0 doesn't push it's own error code)  
  push byte 0         ; Push the interrupt number (0)  
  jmp isr\_common\_stub ; Go to our common handler.

That sample routine will work, but 32 versions of that still sounds like a lot of code. We can use NASM's macro facility to cut this down, though:

%macro ISR\_NOERRCODE 1  ; define a macro, taking one parameter  
  [GLOBAL isr%1]        ; %1 accesses the first parameter.  
  isr%1:  
    cli  
    push byte 0  
    push byte %1  
    jmp isr\_common\_stub  
%endmacro  
  
%macro ISR\_ERRCODE 1  
  [GLOBAL isr%1]  
  isr%1:  
    cli  
    push byte %1  
    jmp isr\_common\_stub  
%endmacro

We can now make a stub handler function just by doing

ISR\_NOERRCODE 0  
ISR\_NOERRCODE 1  
...

Much less work, and anything that makes our lives easier is worth doing. A quick look at the intel manual will tell you that only interrupts 8, 10-14 inclusive push error codes onto the stack. The rest require dummy error codes.

*We're almost there, I promise!*

Only 2 more things left to do - one is to create an ASM common handler function. The other is to create a higher-level C handler function.

; In isr.c  
[EXTERN isr\_handler]  
  
; This is our common ISR stub. It saves the processor state, sets  
; up for kernel mode segments, calls the C-level fault handler,  
; and finally restores the stack frame.  
isr\_common\_stub:  
   pusha                    ; Pushes edi,esi,ebp,esp,ebx,edx,ecx,eax  
  
   mov ax, ds               ; Lower 16-bits of eax = ds.  
   push eax                 ; save the data segment descriptor  
  
   mov ax, 0x10  ; load the kernel data segment descriptor  
   mov ds, ax  
   mov es, ax  
   mov fs, ax  
   mov gs, ax  
  
   call isr\_handler  
  
   pop eax        ; reload the original data segment descriptor  
   mov ds, ax  
   mov es, ax  
   mov fs, ax  
   mov gs, ax  
  
   popa                     ; Pops edi,esi,ebp...  
   add esp, 8     ; Cleans up the pushed error code and pushed ISR number  
   sti  
   iret           ; pops 5 things at once: CS, EIP, EFLAGS, SS, and ESP

This piece of code is our common interrupt handler. It firstly uses the 'pusha' command to push all the general purpose registers on the stack. It uses the 'popa' command to restore them at the end. It also gets the current data segment selector and pushes that onto the stack, sets all the segment registers to the kernel data selector, and restores them afterwards. This won't actually have an effect at the moment, but it will when we switch to user-mode. Notice it also calls a higher-level interrupt handler - *isr\_handler*.

When an interrupt fires, the processor automatically pushes information about the processor state onto the stack. The code segment, instruction pointer, flags register, stack segment and stack pointer are pushed. The IRET instruction is specifically designed to return from an interrupt. It pops these values off the stack and returns the processor to the state it was in originally.

### 4.4.4. isr.c

//  
// isr.c -- High level interrupt service routines and interrupt request handlers.  
// Part of this code is modified from Bran's kernel development tutorials.  
// Rewritten for JamesM's kernel development tutorials.  
//  
  
#include "common.h"  
#include "isr.h"  
#include "monitor.h"  
  
// This gets called from our ASM interrupt handler stub.  
void isr\_handler(registers\_t regs)  
{  
   monitor\_write("recieved interrupt: ");  
   monitor\_write\_dec(regs.int\_no);  
   monitor\_put('\n');  
}

Nothing much to explain here - The interrupt handler prints a message out to the screen, along with the interrupt number it handled. It uses a structure registers\_t, which is a representation of all the registers we pushed, and is defined in isr.h:

### 4.4.5. isr.h

//  
// isr.h -- Interface and structures for high level interrupt service routines.  
// Part of this code is modified from Bran's kernel development tutorials.  
// Rewritten for JamesM's kernel development tutorials.  
//  
  
#include "common.h"  
  
typedef struct registers  
{  
   u32int ds;                  // Data segment selector  
   u32int edi, esi, ebp, esp, ebx, edx, ecx, eax; // Pushed by pusha.  
   u32int int\_no, err\_code;    // Interrupt number and error code (if applicable)  
   u32int eip, cs, eflags, useresp, ss; // Pushed by the processor automatically.  
} registers\_t;

### 4.4.6. Testing it out

Wow, that was a seriously long chapter! Don't get put off, they're not all this length. We just have to do an awful lot here to get anything out of it.

Now we can test it out! Add this to your main() function:

asm volatile ("int $0x3");  
asm volatile ("int $0x4");
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What it should look like

This causes two software interrupts: 3 and 4. You should see the messages printed out just like the screenshot on the right.

Congrats! You've now got a kernel that can handle interrupts, and set up its own segmentation tables (a pretty hollow victory, considering all that code and theory, but unfortunately there's no getting around it!).

The sample code for this tutorial can be found [here](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html).
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# 5. IRQs and the PIT

In this chapter we're going to be learning about interrupt requests (IRQs) and the programmable interval timer (PIT).

## 5.1. Interrupt requests (theory)

There are several methods for communicating with external devices. Two of the most useful and popular are polling and interrupting.

**Polling**  
    Spin in a loop, occasionally checking if the device is ready.  
**Interrupts**  
    Do lots of useful stuff. When the device is ready it will cause a CPU interrupt, causing your handler to be run.

As can probably be gleaned from my biased descriptions, interrupting is considered better for many situations. Polling has lots of uses - some CPUs may not have an interrupt mechanism, or you may have many devices, or maybe you just need to check so infrequently that it's not worth the hassle of interrupts. Any rate, interrupts are a very useful method of hardware communication. They are used by the keyboard when keys are pressed, and also by the programmable interval timer (PIT).
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The slave's output is connected to IRQ2 of the master.

The low-level concepts behind external interrupts are not very complex. All devices that are interrupt-capable have a line connecting them to the PIC (programmable interrupt controller). The PIC is the only device that is directly connected to the CPU's interrupt pin. It is used as a multiplexer, and has the ability to prioritise between interrupting devices. It is, essentially, a glorified 8-1 multiplexer. At some point, someone somewhere realised that 8 IRQ lines just wasn't enough, and they daisy-chained another 8-1 PIC beside the original. So in all modern PCs, you have 2 PICs, the master and the slave, serving a total of 15 interruptable devices (one line is used to signal the slave PIC).

The other clever thing about the PIC is that you can change the interrupt number it delivers for each IRQ line. This is referred to as *remapping the PIC* and is actually extremely useful. When the computer boots, the default interrupt mappings are:

* IRQ 0..7 - INT 0x8..0xF
* IRQ 8..15 - INT 0x70..0x77

This causes us somewhat of a problem. The master's IRQ mappings (0x8-0xF) conflict with the interrupt numbers used by the CPU to signal exceptions and faults (see last [chapter](http://www.jamesmolloy.co.uk/tutorial_html/4.-The%20GDT%20and%20IDT.html)). The normal thing to do is to remap the PICs so that IRQs 0..15 correspond to ISRs 32..47 (31 being the last CPU-used ISR).

## 5.2. Interrupt requests (practical)

The PICs are communicated with via the I/O bus. Each has a command port and a data port:

* Master - command: 0x20, data: 0x21
* Slave - command: 0xA0, data: 0xA1

The code for remapping the PICs is the most difficult and obfusticated. To remap them, you have to do a full reinitialisation of them, which is why the code is so long. If you're interested in what's actually happening, there is a nice description [here](http://www.jamesmolloy.co.uk/index.html).

static void init\_idt()  
{  
  ...  
  // Remap the irq table.  
  outb(0x20, 0x11);  
  outb(0xA0, 0x11);  
  outb(0x21, 0x20);  
  outb(0xA1, 0x28);  
  outb(0x21, 0x04);  
  outb(0xA1, 0x02);  
  outb(0x21, 0x01);  
  outb(0xA1, 0x01);  
  outb(0x21, 0x0);  
  outb(0xA1, 0x0);  
  ...  
  idt\_set\_gate(32, (u32int)irq0, 0x08, 0x8E);  
  ...  
  idt\_set\_gate(47, (u32int)irq15, 0x08, 0x8E);  
}

Notice that now we are also setting IDT gates for numbers 32-47, for our IRQ handlers. We must, therefore, also add stubs for these in interrupt.s. Also, though, we need a new macro in interrupt.s - an IRQ stub will have 2 numbers associated with it - it's IRQ number (0-15) and it's interrupt number (32-47):

; This macro creates a stub for an IRQ - the first parameter is  
; the IRQ number, the second is the ISR number it is remapped to.  
%macro IRQ 2  
  global irq%1  
  irq%1:  
    cli  
    push byte 0  
    push byte %2  
    jmp irq\_common\_stub  
%endmacro  
   
...

IRQ   0,    32  
IRQ   1,    33  
...  
IRQ  15,    47

We also have a new common stub - *irq\_common\_stub*. This is because IRQs behave subtly differently - before you return from an IRQ handler, you must inform the PIC that you have finished, so it can dispatch the next (if there is one waiting). This is known as an EOI (end of interrupt). There is a slight complication though. If the master PIC sent the IRQ (number 0-7), we must send an EOI to the master (obviously). If the *slave* sent the IRQ (8-15), we must send an EOI to both the master *and* the slave (because of the daisy-chaining of the two).

First our asm common stub. It is almost identical to *isr\_common\_stub*.

; In isr.c  
[EXTERN irq\_handler]  
  
; This is our common IRQ stub. It saves the processor state, sets  
; up for kernel mode segments, calls the C-level fault handler,  
; and finally restores the stack frame.   
irq\_common\_stub:  
   pusha                    ; Pushes edi,esi,ebp,esp,ebx,edx,ecx,eax  
  
   mov ax, ds               ; Lower 16-bits of eax = ds.  
   push eax                 ; save the data segment descriptor  
  
   mov ax, 0x10  ; load the kernel data segment descriptor  
   mov ds, ax  
   mov es, ax  
   mov fs, ax  
   mov gs, ax  
  
   call irq\_handler  
  
   pop ebx        ; reload the original data segment descriptor  
   mov ds, bx  
   mov es, bx  
   mov fs, bx  
   mov gs, bx  
  
   popa                     ; Pops edi,esi,ebp...  
   add esp, 8     ; Cleans up the pushed error code and pushed ISR number  
   sti  
   iret           ; pops 5 things at once: CS, EIP, EFLAGS, SS, and ESP

Now the C code (goes in isr.c):

// This gets called from our ASM interrupt handler stub.  
void irq\_handler(registers\_t regs)  
{  
   // Send an EOI (end of interrupt) signal to the PICs.  
   // If this interrupt involved the slave.  
   if (regs.int\_no >= 40)  
   {  
       // Send reset signal to slave.  
       outb(0xA0, 0x20);  
   }  
   // Send reset signal to master. (As well as slave, if necessary).  
   outb(0x20, 0x20);  
  
   if (interrupt\_handlers[regs.int\_no] != 0)  
   {  
       isr\_t handler = interrupt\_handlers[regs.int\_no];  
       handler(regs);  
   }  
}

This is fairly straightforward - if the IRQ was > 7 (interrupt number> 40), we send a reset signal to the slave. In either case, we send one to the master also.

You may also notice that I have added a small custom handler mechanism, allowing you to register custom interrupt handlers. This can be very useful as an abstraction technique, and will neaten up our code nicely.

Some other declarations are needed:

### 5.2.1. isr.h

// A few defines to make life a little easier  
#define IRQ0 32  
...  
#define IRQ15 47  
  
// Enables registration of callbacks for interrupts or IRQs.  
// For IRQs, to ease confusion, use the #defines above as the  
// first parameter.  
typedef void (\*isr\_t)(registers\_t);  
void register\_interrupt\_handler(u8int n, isr\_t handler);

### 5.2.2. isr.c

isr\_t interrupt\_handlers[256];  
  
void register\_interrupt\_handler(u8int n, isr\_t handler)  
{  
  interrupt\_handlers[n] = handler;  
}

And there we go! We can now handle interrupt requests from external devices, and dispatch them to custom handlers. Now all we need is some interrupt requests to handle!

## 5.3. The PIT (theory)

The programmable interval timer is a chip connected to IRQ0. It can interrupt the CPU at a user-defined rate (between 18.2Hz and 1.1931 MHz). The PIT is the primary method used for implementing a system clock and the only method available for implementing multitasking (switch processes on interrupt).

The PIT has an internal clock which oscillates at approximately 1.1931MHz. This clock signal is fed through a [frequency divider](http://en.wikipedia.org/wiki/Frequency_divider), to modulate the final output frequency. It has 3 channels, each with it's own frequency divider.

* Channel 0 is the most useful. It's output is connected to IRQ0.
* Channel 1 is very un-useful and on modern hardware is no longer implemented. It used to control refresh rates for [DRAM](http://www.jamesmolloy.co.uk/downloads/paging.tar.gz).
* Channel 2 controls the PC speaker.

Channel 0 is the only one of use to us at the moment.

OK, so we want to set the PIT up so it interrupts us at regular intervals, at frequency f. I generally set *f* to be about 100Hz (once every 10 milliseconds), but feel free to set it to whatever you like. To do this, we send the PIT a 'divisor'. This is the number that it should divide it's input frequency (1.9131MHz) by. It's dead easy to work out:

divisor = 1193180 Hz / frequency (in Hz)

Also worthy of note is that the PIT has 4 registers in I/O space - 0x40-0x42 are the data ports for channels 0-2 respectively, and 0x43 is the command port.

## 5.4. The PIT (practical)

We'll need a few new files. Timer.h has only a declaration in it:

// timer.h -- Defines the interface for all PIT-related functions.  
// Written for JamesM's kernel development tutorials.  
  
#ifndef TIMER\_H  
#define TIMER\_H  
  
#include "common.h"  
  
void init\_timer(u32int frequency);  
  
#endif

And timer.c doesn't have much in either:

// timer.c -- Initialises the PIT, and handles clock updates.  
// Written for JamesM's kernel development tutorials.  
  
#include "timer.h"  
#include "isr.h"  
#include "monitor.h"  
  
u32int tick = 0;  
  
static void timer\_callback(registers\_t regs)  
{  
   tick++;  
   monitor\_write("Tick: ");  
   monitor\_write\_dec(tick);  
   monitor\_write("\n");  
}  
  
void init\_timer(u32int frequency)  
{  
   // Firstly, register our timer callback.  
   register\_interrupt\_handler(IRQ0, &timer\_callback);  
  
   // The value we send to the PIT is the value to divide it's input clock  
   // (1193180 Hz) by, to get our required frequency. Important to note is  
   // that the divisor must be small enough to fit into 16-bits.  
   u32int divisor = 1193180 / frequency;  
  
   // Send the command byte.  
   outb(0x43, 0x36);  
  
   // Divisor has to be sent byte-wise, so split here into upper/lower bytes.  
   u8int l = (u8int)(divisor & 0xFF);  
   u8int h = (u8int)( (divisor>>8) & 0xFF );  
  
   // Send the frequency divisor.  
   outb(0x40, l);  
   outb(0x40, h);  
}

OK, lets go through this code. Firstly, we have our *init\_timer* function. This tells our interrupt mechanism that we want to handle IRQ0 with the function *timer\_callback*. This will be called whenever a timer interrupt is recieved. We then calculate the divisor to be sent to the PIT (see theory above). Then, we send a command byte to the PIT's command port. This byte (0x36) sets the PIT to repeating mode (so that when the divisor counter reaches zero it's automatically refreshed) and tells it we want to set the divisor value.

We then send the divisor value. Note that it must be sent as two seperate bytes, not as one 16-bit value.

When this is done, all we have to do is edit our Makefile, add one line to main.c

init\_timer(50); // Initialise timer to 50Hz
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A clock!

,compile, and run! You should get output like that on the right. Note however that bochs does not accurately emulate the timer chip, so although your code will run at the correct speed on a real machine, it probably won't in bochs!

Full source code for this tutorial can be found [here](http://www.osdever.net/bkerndev/index.php).
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# 6. Paging

In this chapter we're going to enable paging. Paging serves a twofold purpose - memory protection, and virtual memory (the two being almost inextricably interlinked).

## 6.1. Virtual memory (theory)

*If you already know what virtual memory is, you can skip this section.*

In linux, if you create a tiny test program such as

int main(char argc, char \*\*argv)  
{  
  return 0;  
}

, compile it, then run 'objdump -f', you might find something similar to this.

jamesmol@aubergine:~/test> objdump -f a.out  
  
a.out:     file format elf32-i386  
architecture: i386, flags 0x00000112:  
EXEC\_P, HAS\_SYMS, D\_PAGED  
start address 0x080482a0

Notice the start address of the program is at 0x80482a0, which is about 128MB into the address space. It may seem strange, then, that this program will run perfectly on machines with < 128MB of RAM.

What the program is actually 'seeing', when it reads and writes memory, is a virtual address space. Parts of the virtual address space are mapped to physical memory, and parts are unmapped. If you try to access an unmapped part, the processor raises a *page fault*, the operating system catches it, and in POSIX systems delivers a SIGSEGV signal closely followed by SIGKILL.

This abstraction is extremely useful. It means that compilers can produce a program that relies on the code being at an *exact* location in memory, every time it is run. With virtual memory, the process *thinks* it is at, for example, 0x080482a0, but actually it could be at physical memory location 0x1000000. Not only that, but processes cannot accidentally (or deliberately) trample other processes' data or code.

Virtual memory of this type is wholly dependent on hardware support. It cannot be emulated by software. Luckily, the x86 has just such a thing. It's called the MMU (memory management unit), and it handles all memory mappings due to segmentation and paging, forming a layer between the CPU and memory (actually, it's part of the CPU, but that's just an implementation detail).

## 6.2. Paging as a concretion of virtual memory

Virtual memory is an abstract principle. As such it requires *concretion* through some system/algorithm. Both segmentation (see [chapter 3](http://www.intel.com/products/processor/manuals/index.htm)) and paging are valid methods for implementing virtual memory. As mentioned in [chapter 3](http://www.jamesmolloy.co.uk/tutorial_html/3.) however, segmentation is becoming obsolete. Paging is the newer, better alternative for the x86 architecture.

Paging works by splitting the virtual address space into blocks called *pages*, which are usually 4KB in size. Pages can then be mapped on to *frames* - equally sized blocks of physical memory.

### 6.2.1. Page entries
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Page table entry format

Each process normally has a different set of page mappings, so that virtual memory spaces are independent of each other. In the x86 architecture (32-bit) pages are fixed at 4KB in size. Each page has a corresponding descriptor word, which tells the processor which frame it is mapped to. Note that because pages and frames must be aligned on 4KB boundaries (4KB being 0x1000 bytes), the least significant 12 bits of the 32-bit word are always zero. The architecture takes advantage of this by using them to store information about the page, such as whether it is present, whether it is kernel-mode or user-mode etc. The layout of this word is in the picture on the right.

The fields in that picture are pretty simple, so let's quickly go through them.

**P**  
    Set if the page is present in memory.  
**R/W**  
    If set, that page is writeable. If unset, the page is read-only. This does not apply when code is running in kernel-mode (unless a flag in CR0 is set).  
**U/S**  
    If set, this is a user-mode page. Else it is a supervisor (kernel)-mode page. User-mode code cannot write to or read from kernel-mode pages.  
**Reserved**  
    These are used by the CPU internally and cannot be trampled.  
**A**  
    Set if the page has been accessed (Gets set by the CPU).  
**D**  
    Set if the page has been written to (dirty).  
**AVAIL**  
    These 3 bits are unused and available for kernel-use.  
**Page frame address**  
    The high 20 bits of the frame address in physical memory.

### 6.2.2. Page directories/tables
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2-tier layout

Possibly you've been tapping on your calculator and have worked out that to generate a table mapping each 4KB page to one 32-bit descriptor over a 4GB address space requires 4MB of memory. Perhaps, perhaps not - but it's true.

4MB may seem like a large overhead, and to be fair, it is. If you have 4GB of physical RAM, it's not much. However, if you are working on a machine that has 16MB of RAM, you've just lost a quarter of your available memory! What we want is something progressive, that will take up an amount of space proportionate to the amount of RAM you have.

Well, we don't have that. But intel did come up with something similar - they use a 2-tier system. The CPU gets told about a *page directory*, which is a 4KB large table, each entry of which points to a *page table*. The page table is, again, 4KB large and each entry is a *page table entry*, described above.

This way, The entire 4GB address space can be covered with the advantage that if a page table has no entries, it can be freed and it's *present* flag unset in the page directory.

### 6.2.3. Enabling paging

Enabling paging is extremely easy.

1. Copy the location of your page directory into the CR3 register. This must, of course, be the **physical** address.
2. Set the *PG* bit in the CR0 register. You can do this by OR-ing with 0x80000000.

## 6.3. Page faults

When a process does something the memory-management unit doesn't like, a page fault interrupt is thrown. Situations that can cause this are (not complete):

* Reading from or writing to an area of memory that is not mapped (page entry/table's 'present' flag is not set)
* The process is in user-mode and tries to write to a read-only page.
* The process is in user-mode and tries to access a kernel-only page.
* The page table entry is corrupted - the reserved bits have been overwritten.

The page fault interrupt is number 14, and looking at [chapter 3](http://www.jamesmolloy.co.uk/tutorial_html/3.) we can see that this throws an error code. This error code gives us quite a bit of information about what happened.

**Bit 0**  
    If set, the fault was **not** because the page wasn't present. If unset, the page wasn't present.  
**Bit 1**  
    If set, the operation that caused the fault was a write, else it was a read.  
**Bit 2**  
    If set, the processor was running in user-mode when it was interrupted. Else, it was running in kernel-mode.  
**Bit 3**  
    If set, the fault was caused by reserved bits being overwritten.  
**Bit 4**  
    If set, the fault occurred during an instruction fetch.

The processor also gives us another piece of information - the address that caused the fault. This is located in the CR2 register. Beware that if your page fault hander itself causes another page fault exception this register will be overwritten - so save it early!

## 6.4. Putting it into practice

We're almost ready to start implementing. We will, however, need a few assistant functions first, the most important of which are memory management functions.

### 6.4.1. Simple memory management with placement malloc

If you come from a C++ background, you may have heard of 'placement new'. This is a version of new that takes a parameter. Instead of calling malloc, as it normally would, it creates the object at the address specified. We are going to use a very similar concept.

When the kernel is sufficiently booted, we will have a kernel heap active and operational. The way we code heaps, though, usually requires that virtual memory is enabled. So we need a simple alternative to allocate memory before the heap is active.

As we're allocating quite early on in the kernel bootup, we can make the assumption that nothing that is kmalloc()'d will ever need to be kfree()'d. This simplifies things greatly. We can just have a pointer (*placement address*) to some free memory that we pass back to the requestee then increment. Thus:

u32int kmalloc(u32int sz)  
{  
  u32int tmp = placement\_address;  
  placement\_address += sz;  
  return tmp;  
}

That will actually suffice. However, we have another requirement. When we allocate page tables and directories, they *must be page-aligned*. So we can build that in:

u32int kmalloc(u32int sz, int align)  
{  
  if (align == 1 && (placement\_address & 0xFFFFF000)) // If the address is not already page-aligned  
  {  
    // Align it.  
    placement\_address &= 0xFFFFF000;  
    placement\_address += 0x1000;  
  }  
  u32int tmp = placement\_address;  
  placement\_address += sz;  
  return tmp;  
}

Now, unfortunately, we have one more requirement, and I can't really explain to you why it is required until later in the tutorials. It has to do with when we clone a page directory (when fork()ing processes). At this point, paging will be fully enabled, and kmalloc will return a virtual address. But, we also (bear with me, you'll be glad we did later) need to get the *physical* address of the memory allocated. Take it on faith for now - it's not much code anyway.

u32int kmalloc(u32int sz, int align, u32int \*phys)  
{  
  if (align == 1 && (placement\_address & 0xFFFFF000)) // If the address is not already page-aligned  
  {  
    // Align it.  
    placement\_address &= 0xFFFFF000;  
    placement\_address += 0x1000;  
  }  
  if (phys)  
  {  
    \*phys = placement\_address;  
  }  
  u32int tmp = placement\_address;  
  placement\_address += sz;  
  return tmp;  
}

Great. This is all we need for simple memory management. In my code I have actually (for aesthetic purposes) renamed *kmalloc* to *kmalloc\_int* (for kmalloc\_internal). I then have several wrapper functions:

u32int kmalloc\_a(u32int sz);  // page aligned.  
u32int kmalloc\_p(u32int sz, u32int \*phys); // returns a physical address.  
u32int kmalloc\_ap(u32int sz, u32int \*phys); // page aligned and returns a physical address.  
u32int kmalloc(u32int sz); // vanilla (normal).

I just feel this interface is nicer than specifying 3 parameters for every kernel heap allocation! These definitions should go in kheap.h/kheap.c.

### 6.4.2. Required definitions

*paging.h* should contain some structure definitions that will make our life easier.

#ifndef PAGING\_H  
#define PAGING\_H  
  
#include "common.h"  
#include "isr.h"  
  
typedef struct page  
{  
   u32int present    : 1;   // Page present in memory  
   u32int rw         : 1;   // Read-only if clear, readwrite if set  
   u32int user       : 1;   // Supervisor level only if clear  
   u32int accessed   : 1;   // Has the page been accessed since last refresh?  
   u32int dirty      : 1;   // Has the page been written to since last refresh?  
   u32int unused     : 7;   // Amalgamation of unused and reserved bits  
   u32int frame      : 20;  // Frame address (shifted right 12 bits)  
} page\_t;  
  
typedef struct page\_table  
{  
   page\_t pages[1024];  
} page\_table\_t;  
  
typedef struct page\_directory  
{  
   /\*\*      Array of pointers to pagetables.   \*\*/  
   page\_table\_t \*tables[1024];  
   /\*\*      Array of pointers to the pagetables above, but gives their \*physical\*      location, for loading into the CR3 register.   \*\*/  
   u32int tablesPhysical[1024];  
   /\*\*      The physical address of tablesPhysical. This comes into play      when we get our kernel heap allocated and the directory      may be in a different location in virtual memory.   \*\*/  
   u32int physicalAddr;  
} page\_directory\_t;  
  
/\*\*  Sets up the environment, page directories etc and  enables paging.\*\*/  
void initialise\_paging();  
  
/\*\*  Causes the specified page directory to be loaded into the  CR3 register.\*\*/  
void switch\_page\_directory(page\_directory\_t \*new);  
  
/\*\*  Retrieves a pointer to the page required.  If make == 1, if the page-table in which this page should  reside isn't created, create it!\*\*/  
page\_t \*get\_page(u32int address, int make, page\_directory\_t \*dir);  
  
/\*\*  Handler for page faults.\*\*/  
void page\_fault(registers\_t regs);

Note the *tablesPhysical* and *physicalAddr* members of page\_table\_t. What are they doing there?

The physicalAddr member is actually only for when we clone page directories (not until later in the tutorials). Remember that at that point, the new directory will have an address in virtual memory that is not the same as physical memory. We will need the physical address to tell the CPU if we ever want to switch directories.

The tablesPhysical member is similar. It is a solution to a problem: How do you access your page tables? It may seem simple, but remember that a page directory must hold *physical* addresses, not virtual ones. And the only way you can read/write to memory is using *virtual* addresses!

One solution to this problem is to never access your page tables directly, but to map one page table to point back to the page directory, so that by accessing memory at a certain address you can see all your page tables as if they were pages, and all your page table entries as if they were normal integers. The diagram on the right should help to explain. This method is a little counter-intuitive in my opinion and it also wastes 256MB of addressable space, so I prefer another method.

The second method is to, for every page directory, keep 2 arrays. One holding the physical addresses of it's page tables (for giving to the CPU), and the other holding the virtual ones (so we can read/write to them). This only gives us an extra overhead of 4KB per page directory, which is not much.

### 6.4.3. Frame allocation

If we want to map a page to a frame, we need some way of finding a free frame. Of course, we could just maintain a massive array of 1's and 0's, but that would be extremely wasteful - we don't need 32-bits just to hold 2 values, we can do that with 1 bit. So if we use a [bitset](http://en.wikipedia.org/wiki/Bitset), we will be using 32 times less space!

If you don't know what a bitset (also called a bitmap) is, you should read the link above. There are only 3 functions a bitset implements - set, test and clear. I have also implemented a function to efficiently find the first free frame from the bitmap. Have a look at it and work out why it is efficient. My implementation of these is below. I'm not going to go through explaining it - this is a general concept and is not kernel related. If you're confused, search google for bitset implementations, and if worst comes to the worst post on [the osdev.net forums](http://www.osdev.org/wiki/PIC).

// A bitset of frames - used or free.  
u32int \*frames;  
u32int nframes;  
  
// Defined in kheap.c  
extern u32int placement\_address;  
  
// Macros used in the bitset algorithms.  
#define INDEX\_FROM\_BIT(a) (a/(8\*4))  
#define OFFSET\_FROM\_BIT(a) (a%(8\*4))  
  
// Static function to set a bit in the frames bitset  
static void set\_frame(u32int frame\_addr)  
{  
   u32int frame = frame\_addr/0x1000;  
   u32int idx = INDEX\_FROM\_BIT(frame);  
   u32int off = OFFSET\_FROM\_BIT(frame);  
   frames[idx] |= (0x1 << off);  
}  
  
// Static function to clear a bit in the frames bitset  
static void clear\_frame(u32int frame\_addr)  
{  
   u32int frame = frame\_addr/0x1000;  
   u32int idx = INDEX\_FROM\_BIT(frame);  
   u32int off = OFFSET\_FROM\_BIT(frame);  
   frames[idx] &= ~(0x1 << off);  
}  
  
// Static function to test if a bit is set.  
static u32int test\_frame(u32int frame\_addr)  
{  
   u32int frame = frame\_addr/0x1000;  
   u32int idx = INDEX\_FROM\_BIT(frame);  
   u32int off = OFFSET\_FROM\_BIT(frame);  
   return (frames[idx] & (0x1 << off));  
}  
  
// Static function to find the first free frame.  
static u32int first\_frame()  
{  
   u32int i, j;  
   for (i = 0; i < INDEX\_FROM\_BIT(nframes); i++)  
   {  
       if (frames[i] != 0xFFFFFFFF) // nothing free, exit early.  
       {  
           // at least one bit is free here.  
           for (j = 0; j < 32; j++)  
           {  
               u32int toTest = 0x1 << j;  
               if ( !(frames[i]&toTest) )  
               {  
                   return i\*4\*8+j;  
               }  
           }  
       }  
   }  
}

Hopefully that code shouldn't cause too many surprises. It just fancy bit twiddling. We then come to functions to allocate and deallocate frames. Now that we have an efficient bitset implementation, these functions total just a few lines!

// Function to allocate a frame.  
void alloc\_frame(page\_t \*page, int is\_kernel, int is\_writeable)  
{  
   if (page->frame != 0)  
   {  
       return; // Frame was already allocated, return straight away.  
   }  
   else  
   {  
       u32int idx = first\_frame(); // idx is now the index of the first free frame.  
       if (idx == (u32int)-1)  
       {  
           // PANIC is just a macro that prints a message to the screen then hits an infinite loop.  
           PANIC("No free frames!");  
       }  
       set\_frame(idx\*0x1000); // this frame is now ours!  
       page->present = 1; // Mark it as present.  
       page->rw = (is\_writeable)?1:0; // Should the page be writeable?  
       page->user = (is\_kernel)?0:1; // Should the page be user-mode?  
       page->frame = idx;  
   }  
}  
  
// Function to deallocate a frame.  
void free\_frame(page\_t \*page)  
{  
   u32int frame;  
   if (!(frame=page->frame))  
   {  
       return; // The given page didn't actually have an allocated frame!  
   }  
   else  
   {  
       clear\_frame(frame); // Frame is now free again.  
       page->frame = 0x0; // Page now doesn't have a frame.  
   }  
}

Note that the PANIC macro just calls a global function called *panic*, with arguments of the message given and the \_\_FILE\_\_ and \_\_LINE\_\_ it occurred on. *panic* prints these out and enters an infinite loop, stopping all execution.

### 6.4.4. Paging code, finally!

void initialise\_paging()  
{  
   // The size of physical memory. For the moment we  
   // assume it is 16MB big.  
   u32int mem\_end\_page = 0x1000000;  
  
   nframes = mem\_end\_page / 0x1000;  
   frames = (u32int\*)kmalloc(INDEX\_FROM\_BIT(nframes));  
   memset(frames, 0, INDEX\_FROM\_BIT(nframes));  
  
   // Let's make a page directory.  
   kernel\_directory = (page\_directory\_t\*)kmalloc\_a(sizeof(page\_directory\_t));  
   memset(kernel\_directory, 0, sizeof(page\_directory\_t));  
   current\_directory = kernel\_directory;  
  
   // We need to identity map (phys addr = virt addr) from  
   // 0x0 to the end of used memory, so we can access this  
   // transparently, as if paging wasn't enabled.  
   // NOTE that we use a while loop here deliberately.  
   // inside the loop body we actually change placement\_address  
   // by calling kmalloc(). A while loop causes this to be  
   // computed on-the-fly rather than once at the start.  
   int i = 0;  
   while (i < placement\_address)  
   {  
       // Kernel code is readable but not writeable from userspace.  
       alloc\_frame( get\_page(i, 1, kernel\_directory), 0, 0);  
       i += 0x1000;  
   }  
   // Before we enable paging, we must register our page fault handler.  
   register\_interrupt\_handler(14, page\_fault);  
  
   // Now, enable paging!  
   switch\_page\_directory(kernel\_directory);  
}  
  
void switch\_page\_directory(page\_directory\_t \*dir)  
{  
   current\_directory = dir;  
   asm volatile("mov %0, %%cr3":: "r"(&dir->tablesPhysical));  
   u32int cr0;  
   asm volatile("mov %%cr0, %0": "=r"(cr0));  
   cr0 |= 0x80000000; // Enable paging!  
   asm volatile("mov %0, %%cr0":: "r"(cr0));  
}  
  
page\_t \*get\_page(u32int address, int make, page\_directory\_t \*dir)  
{  
   // Turn the address into an index.  
   address /= 0x1000;  
   // Find the page table containing this address.  
   u32int table\_idx = address / 1024;  
   if (dir->tables[table\_idx]) // If this table is already assigned  
   {  
       return &dir->tables[table\_idx]->pages[address%1024];  
   }  
   else if(make)  
   {  
       u32int tmp;  
       dir->tables[table\_idx] = (page\_table\_t\*)kmalloc\_ap(sizeof(page\_table\_t), &tmp);  
       memset(dir->tables[table\_idx], 0, 0x1000);  
       dir->tablesPhysical[table\_idx] = tmp | 0x7; // PRESENT, RW, US.  
       return &dir->tables[table\_idx]->pages[address%1024];  
   }  
   else  
   {  
       return 0;  
   }  
}

Right, let's analyse that. First of all, the utility functions.

*switch\_page\_directory* does exactly what it says on the tin. It takes a page directory, and switches to it. It does this by moving the address of the tablesPhysical member of that directory into the CR3 register. Remember that the tablesPhysical member is an array of physical addresses. After that it first gets the contents of CR0, then OR-s the *PG* bit (0x80000000), then rewrites it. This enables paging and flushes the page-directory cache as well.

*get\_page* returns a pointer to the page entry for a particular address. It can optionally be passed a parameter - make. If make is 1, and the page table that the requested page entry should reside in hasn't been created, then it will be created. Otherwise, the function would just return 0. So, if the table has already been assigned, it will look up the page entry and return it. If it hasn't (and make == 1), it will attempt to create it.

It uses our *kmalloc\_ap* function to retrieve a memory block which is page-aligned, and *also gets given it's physical location*. The physical location gets stored in 'tablesPhysical' (after several bits have been set telling the CPU that it is present, writeable, and user-accessible), and the virtual location is stored in 'tables'.

*initialise\_paging* firstly creates the frames bitset, and sets everything to zero using memset. Then it allocates space (which is page-aligned) for a page directory. After that, it allocates frames such that any page access will map to the frame with the same linear address, called identity-mapping. This is done for a small section of the address space, so the kernel code can continue to run as normal. It registers an interrupt handler for page faults (below) then enables paging.

### 6.4.5. The page fault handler

void page\_fault(registers\_t regs)  
{  
   // A page fault has occurred.  
   // The faulting address is stored in the CR2 register.  
   u32int faulting\_address;  
   asm volatile("mov %%cr2, %0" : "=r" (faulting\_address));  
  
   // The error code gives us details of what happened.  
   int present   = !(regs.err\_code & 0x1); // Page not present  
   int rw = regs.err\_code & 0x2;           // Write operation?  
   int us = regs.err\_code & 0x4;           // Processor was in user-mode?  
   int reserved = regs.err\_code & 0x8;     // Overwritten CPU-reserved bits of page entry?  
   int id = regs.err\_code & 0x10;          // Caused by an instruction fetch?  
  
   // Output an error message.  
   monitor\_write("Page fault! ( ");  
   if (present) {monitor\_write("present ");}  
   if (rw) {monitor\_write("read-only ");}  
   if (us) {monitor\_write("user-mode ");}  
   if (reserved) {monitor\_write("reserved ");}  
   monitor\_write(") at 0x");  
   monitor\_write\_hex(faulting\_address);  
   monitor\_write("\n");  
   PANIC("Page fault");  
}

All this handler does is print out a nice error message. It gets the faulting address from CR2, and analyses the error code pushed by the processor to glean some information from it.

### 6.4.6. Testing

Awesome! you now have code that enables paging and handles page faults! Let's just check it actually works, shall we ...?

*main.c*

int main(struct multiboot \*mboot\_ptr)  
{  
   // Initialise all the ISRs and segmentation  
   init\_descriptor\_tables();  
   // Initialise the screen (by clearing it)  
   monitor\_clear();  
  
   initialise\_paging();  
   monitor\_write("Hello, paging world!\n");  
  
   u32int \*ptr = (u32int\*)0xA0000000;  
   u32int do\_page\_fault = \*ptr;  
  
   return 0;  
}
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Bochs, enabling paging then forcing a page fault

This will, obviously, initialise paging, print a string to make sure it's set up right and not faulting when it shoudn't, and then force a page fault by reading location 0xA0000000.

Congrats! you're all done! you can now move on to the next tutorial - making a working kernel heap :D. The source code for this tutorial is available [here](http://www.jamesmolloy.co.uk/tutorial_html/4.-The%20GDT%20and%20IDT.html).
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# 7. The Heap

In order to be responsive to situations that you didn't envisage at the design stage, and to cut down the size of your kernel, you will need some kind of dynamic memory allocation. The current memory allocation system (allocation by placement address) is absolutely fine, and is in fact optimal for both time and space for allocations. The problem occurs when you try to free some memory, and want to reclaim it (this must happen eventually, otherwise you will run out!). The placement mechanism has absolutely no way to do this, and is thus not viable for the majority of kernel allocations.

As a sidepoint of general terminology, *any* data structure that provides both allocation and deallocation of contiguous memory can be referred to as a heap (or a pool). There is, as such, no standard 'heap algorithm' - Different algorithms are used depending on time/space/efficiency requirements. *Our* requirements are:

* (Relatively) simple to implement.
* Able to check consistency - debugging memory overwrites in a kernel is about ten times more difficult than in normal apps!

The algorithm and data structures presented here are ones which I developed myself. They are so simple however, that I am sure others will have used it first. It is similar to (though more simple than) [Doug Lea's malloc](http://en.wikipedia.org/wiki/EFLAGS) which is used in the GNU C library.

## 7.1. Data structure description
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The index table with pointers to holes

The algorithm uses two concepts: *blocks* and *holes*. Blocks are contiguous areas of memory containing user data currently in use (i.e. malloc()d but not free()d). Holes are blocks but their contents are *not* in use. So initially by this concept the entire area of heap space is one large hole.

For every hole there is a corresponding descriptor in an index table. The index table is always ordered ascending by the size of the hole pointed to.

Blocks and holes each contain descriptive data - a header and a footer. The header contains the most information about the block - the footer merely contains a pointer to the header (the reason for the footer will become apparent soon). Pseudocode:

typedef struct  
{  
  u32int magic;  // Magic number, used for error checking and identification.  
  u8int is\_hole; // 1 if this is a hole, 0 if this is a block.  
  u32int size;   // Size of the block, including this and the footer.  
} header\_t;  
  
typedef struct  
{  
  u32int magic;     // Magic number, same as in header\_t.  
  header\_t \*header; // Pointer to the block header.  
} footer\_t;

Notice that each also has a 'magic number' field. This is for error checking, and later will play a part in our 'free' algorithm. This is just a sentinel number - an unusual number that will stand out from others - much like 0xdeadbaba that we used in chapter 2. In the sample code I've gone for 0x123890AB arbitrarily.

Note also that within this tutorial I will refer to the *size* of a block being the number of bytes from the start of the header to the end of the footer - so within a block of size *x*, there will be x - sizeof(header\_t) - sizeof(footer\_t) user-useable bytes.

## 7.2. Algorithm description

### 7.2.1. Allocation

Allocation is straightforward, if a little long-winded. Most of the steps are error-checking and creating new holes to minimise memory leaks.

1. Search the index table to find the smallest hole that will fit the requested size. As the table is ordered, this just entails iterating through until we find a hole which will fit.
   * If we didn't find a hole large enough, then:
     1. Expand the heap.
     2. If the index table is empty (no holes have been recorded) then add a new entry to it.
     3. Else, adjust the last header's size member and rewrite the footer.
     4. To ease the number of control-flow statements, we can just recurse and call the allocation function again, trusting that this time there will be a hole large enough.
2. Decide if the hole should be split into two parts. This will normally be the case - we usually will want much less space than is available in the hole. The only time this will not happen is if there is less free space after allocating the block than the header/footer takes up. In this case we can just increase the block size and reclaim it all afterwards.
3. If the block should be page-aligned, we must alter the block starting address so that it is and create a new hole in the new unused area.
   * If it is not, we can just delete the hole from the index.
4. Write the new block's header and footer.
5. If the hole was to be split into two parts, do it now and write a new hole into the index.
6. Return the address of the block + sizeof(header\_t) to the user.

### 7.2.2. Deallocation

Deallocation (freeing) is a little more tricky. As mentioned earlier, this is where the efficiency of a memory-management algorithm is really tested. The problem is effective reclaimation of memory. The naive solution would be to change the given block to a hole and enter it back into the hole index. However, if I do this:

int a = kmalloc(8); // Allocate 8 bytes: returns 0xC0080000 for sake of argument  
int b = kmalloc(8); // Allocate another 8 bytes: returns 0xC0080008.  
kfree(a);           // Release a  
kfree(b);           // Release b  
int c = kmalloc(16);// What will this allocation return?

*Note that in this example the space required for headers and footers have been purposely omitted for readability*

Here we have allocated space for 8 bytes, twice. We then release both of those allocations. With the naive release algorithm we would then end up with two 8-byte sized holes in the index. When the next allocation (for 16 bytes) comes along, neither of those holes can fit it, so the kmalloc() call will return 0xC0080010. This is suboptimal. There are 16 bytes of space free at 0xC0080000, so we *should* be reallocating that!
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Unifying the two allocations in the top diagram into one in the lower diagram.

The solution to this problem in most cases is a varation on a simple algorithm that I call *unification* - That is, converting two adjacent holes into one. (Please note that this coining of a term is not from a sense of self-importance, merely from the absence of a standardised name).

It works thus: When free()ing a block, look at what is immediately to the left (assuming 0-4GB left-to-right) of the header. If that is a footer, which can be discovered from the value of the magic number, then follow the pointer to it's header and query whether it is a hole or a block. If it is a hole, we can modify it's header's size attribute to take into account both it's size and ours, then point *our* footer to *it's* header. We have thus amalgamated both holes into one (and in this case there is no need to do an expensive *insert* operation on the index).

That is what I call *unifying left*. There is also *unifying right*, which should be performed on free() as well. Here we look at what is directly after the footer. If we find a header there, again identified by it's magic number, we check if it is a hole. We can then use it's size attribute to find it's footer. We rewrite the footer's pointer to point to *our* header. Then, all that needs to be done is to remove it's old entry from the hole index, and add our own.

Note also that in the name of reclaiming space, if we are free()ing the last block in the heap (there are no holes or blocks after us), then we can contract the size of the heap. To avoid this happening constantly, in my implementation I have defined a minimum heap size, below which it will not contract.

#### 7.2.2.1. Pseudocode

1. Find the header by taking the given pointer and subtracting the sizeof(header\_t).
2. Sanity checks. Assert that the header and footer's magic numbers remain in tact.
3. Set the is\_hole flag in our header to 1.
4. If the thing immediately to our left is a footer:
   * Unify left. In this case, at the end of the algorithm we shouldn't add our header to the hole index (the header we are unifying with is already there!) so set a flag which the algorithm checks later.
5. If the thing immediately to our right is a header:
   * Unify right.
6. If the footer is the last in the heap ( footer\_location+sizeof(footer\_t) == end\_address ):
   * Contract.
7. Insert the header into the hole array unless the flag described in *Unify left* is set.

## 7.3. Implementing an ordered list

So now we come to the implementation. As usual I'm going to try and explain the utility datatypes and functions first, and finish up with the allocation/free functions themselves.

The first datatype we need it an implementation of an ordered list. This concept will be used multiple times in your kernel (it is a common requirement) so it is probably a good idea to abstract it, so it can be used again.

### 7.3.1. ordered\_array.h

// ordered\_array.h -- Interface for creating, inserting and deleting  
// from ordered arrays.  
// Written for JamesM's kernel development tutorials.  
  
#ifndef ORDERED\_ARRAY\_H  
#define ORDERED\_ARRAY\_H  
  
#include "common.h"  
  
/\*\*  This array is insertion sorted - it always remains in a sorted state (between calls).  It can store anything that can be cast to a void\* -- so a u32int, or any pointer.\*\*/  
typedef void\* type\_t;  
/\*\*  A predicate should return nonzero if the first argument is less than the second. Else  it should return zero.\*\*/  
typedef s8int (\*lessthan\_predicate\_t)(type\_t,type\_t);  
typedef struct  
{  
   type\_t \*array;  
   u32int size;  
   u32int max\_size;  
   lessthan\_predicate\_t less\_than;  
} ordered\_array\_t;  
  
/\*\*  A standard less than predicate.\*\*/  
s8int standard\_lessthan\_predicate(type\_t a, type\_t b);  
  
/\*\*  Create an ordered array.\*\*/  
ordered\_array\_t create\_ordered\_array(u32int max\_size, lessthan\_predicate\_t less\_than);  
ordered\_array\_t place\_ordered\_array(void \*addr, u32int max\_size, lessthan\_predicate\_t less\_than);  
  
/\*\*  Destroy an ordered array.\*\*/  
void destroy\_ordered\_array(ordered\_array\_t \*array);  
  
/\*\*  Add an item into the array.\*\*/  
void insert\_ordered\_array(type\_t item, ordered\_array\_t \*array);  
  
/\*\*  Lookup the item at index i.\*\*/  
type\_t lookup\_ordered\_array(u32int i, ordered\_array\_t \*array);  
  
/\*\*  Deletes the item at location i from the array.\*\*/  
void remove\_ordered\_array(u32int i, ordered\_array\_t \*array);  
  
#endif // ORDERED\_ARRAY\_H

Notice that in the name of abstraction we have made the 'less than' function user-defineable. We will use this in the heap implementation to order by size and not pointer address. Note also we have two methods of defining an ordered\_array. *create\_ordered\_array* will use kmalloc() to get some space. *place\_ordered\_array* will use the given start location. As we want to put our heap in a specific place (and because kmalloc isn't yet working!) we use place\_ordered\_array in our heap code.

### 7.3.2. ordered\_map.c

// ordered\_array.c -- Implementation for creating, inserting and deleting  
// from ordered arrays.  
// Written for JamesM's kernel development tutorials.  
  
#include "ordered\_array.h"  
  
s8int standard\_lessthan\_predicate(type\_t a, type\_t b)  
{  
   return (a<b)?1:0;  
}  
  
ordered\_array\_t create\_ordered\_array(u32int max\_size, lessthan\_predicate\_t less\_than)  
{  
   ordered\_array\_t to\_ret;  
   to\_ret.array = (void\*)kmalloc(max\_size\*sizeof(type\_t));  
   memset(to\_ret.array, 0, max\_size\*sizeof(type\_t));  
   to\_ret.size = 0;  
   to\_ret.max\_size = max\_size;  
   to\_ret.less\_than = less\_than;  
   return to\_ret;  
}  
  
ordered\_array\_t place\_ordered\_array(void \*addr, u32int max\_size, lessthan\_predicate\_t less\_than)  
{  
   ordered\_array\_t to\_ret;  
   to\_ret.array = (type\_t\*)addr;  
   memset(to\_ret.array, 0, max\_size\*sizeof(type\_t));  
   to\_ret.size = 0;  
   to\_ret.max\_size = max\_size;  
   to\_ret.less\_than = less\_than;  
   return to\_ret;  
}  
  
void destroy\_ordered\_array(ordered\_array\_t \*array)  
{  
// kfree(array->array);  
}  
  
void insert\_ordered\_array(type\_t item, ordered\_array\_t \*array)  
{  
   ASSERT(array->less\_than);  
   u32int iterator = 0;  
   while (iterator < array->size && array->less\_than(array->array[iterator], item))  
       iterator++;  
   if (iterator == array->size) // just add at the end of the array.  
       array->array[array->size++] = item;  
   else  
   {  
       type\_t tmp = array->array[iterator];  
       array->array[iterator] = item;  
       while (iterator < array->size)  
       {  
           iterator++;  
           type\_t tmp2 = array->array[iterator];  
           array->array[iterator] = tmp;  
           tmp = tmp2;  
       }  
       array->size++;  
   }  
}  
  
type\_t lookup\_ordered\_array(u32int i, ordered\_array\_t \*array)  
{  
   ASSERT(i < array->size);  
   return array->array[i];  
}  
  
void remove\_ordered\_array(u32int i, ordered\_array\_t \*array)  
{  
   while (i < array->size)  
   {  
       array->array[i] = array->array[i+1];  
       i++;  
   }  
   array->size--;  
}

Hopefully nothing there should surprise you. On *insert* the item is placed at the correct position and all larger other items shifted up one position. As always with these satellite datatypes, any implementation will work. There **are** better implementations of ordered arrays than this (c.f. heap-ordering, binary search trees), but I decided to go with a simple one for teaching purposes.

## 7.4. The heap itself

### 7.4.1. kheap.h

Some #defines and function prototypes are useful:

#define KHEAP\_START         0xC0000000  
#define KHEAP\_INITIAL\_SIZE  0x100000  
#define HEAP\_INDEX\_SIZE   0x20000  
#define HEAP\_MAGIC        0x123890AB  
#define HEAP\_MIN\_SIZE     0x70000  
  
/\*\*  Size information for a hole/block\*\*/  
typedef struct  
{  
   u32int magic;   // Magic number, used for error checking and identification.  
   u8int is\_hole;   // 1 if this is a hole. 0 if this is a block.  
   u32int size;    // size of the block, including the end footer.  
} header\_t;  
  
typedef struct  
{  
   u32int magic;     // Magic number, same as in header\_t.  
   header\_t \*header; // Pointer to the block header.  
} footer\_t;  
  
typedef struct  
{  
   ordered\_array\_t index;  
   u32int start\_address; // The start of our allocated space.  
   u32int end\_address;   // The end of our allocated space. May be expanded up to max\_address.  
   u32int max\_address;   // The maximum address the heap can be expanded to.  
   u8int supervisor;     // Should extra pages requested by us be mapped as supervisor-only?  
   u8int readonly;       // Should extra pages requested by us be mapped as read-only?  
} heap\_t;  
  
/\*\*  Create a new heap.\*\*/  
heap\_t \*create\_heap(u32int start, u32int end, u32int max, u8int supervisor, u8int readonly);  
/\*\*  Allocates a contiguous region of memory 'size' in size. If page\_align==1, it creates that block starting  on a page boundary.\*\*/  
void \*alloc(u32int size, u8int page\_align, heap\_t \*heap);  
/\*\*  Releases a block allocated with 'alloc'.\*\*/  
void free(void \*p, heap\_t \*heap);

I have decided, arbitrarily, to put the kernel heap at 0xC0000000, give it's index a size of 0x20000 bytes, and give it a minimum size of 0x70000 bytes. The header and footer structures are the same as those given at the top of the chapter. We can actually have more than one heap (in my own kernel I have a user-mode heap as well), so for ease of portability I have decided to implement the heap as a datatype itself. heap\_t keeps track of the heap's index, start/end/max addresses and the modifiers to give alloc\_page when requesting more memory.

### 7.4.2. kheap.c

Finding the smallest hole that will fit a certain number of bytes is a common task that gets called on every allocation. It would therefore be nice to wrap this up in a function:

static s32int find\_smallest\_hole(u32int size, u8int page\_align, heap\_t \*heap)  
{  
   // Find the smallest hole that will fit.  
   u32int iterator = 0;  
   while (iterator < heap->index.size)  
   {  
       header\_t \*header = (header\_t \*)lookup\_ordered\_array(iterator, &heap->index);  
       // If the user has requested the memory be page-aligned  
       if (page\_align > 0)  
       {  
           // Page-align the starting point of this header.  
           u32int location = (u32int)header;  
           s32int offset = 0;  
           if ((location+sizeof(header\_t)) & 0xFFFFF000 != 0)  
               offset = 0x1000 /\* page size \*/  - (location+sizeof(header\_t))%0x1000;  
           s32int hole\_size = (s32int)header->size - offset;  
           // Can we fit now?  
           if (hole\_size >= (s32int)size)  
               break;  
       }  
       else if (header->size >= size)  
           break;  
       iterator++;  
   }  
   // Why did the loop exit?  
   if (iterator == heap->index.size)  
       return -1; // We got to the end and didn't find anything.  
   else  
       return iterator;  
}

I feel I should explain two lines:

if ((location+sizeof(header\_t)) & 0xFFFFF000 != 0)  
  offset = 0x1000 /\* page size \*/  - (location+sizeof(header\_t))%0x1000;

It's important to note that when the user requests memory to be page-aligned, he is requesting the memory *that he has access to* to be page-aligned. That means that the header address will actually *not* be page-aligned. The address that we want to fall on a boundary is location + sizeof(header\_t).

Creating a heap is a simple procedure. The only part worthy of note is that we set aside the first HEAP\_INDEX\_SIZE\*sizeof(type\_t) bytes as the index. The index is put there using place\_ordered\_array, and the effective start address is shifted forwards. That is why, when testing your kernel, you will see allocations starting at 0xC0080000 instead of the more obvious 0xC0000000. Also note that we create a custom less\_than function for the index array. This is because with the standard less\_than function the array would be sorted by *pointer address*, instead of by size.

static s8int header\_t\_less\_than(void\*a, void \*b)  
{  
   return (((header\_t\*)a)->size < ((header\_t\*)b)->size)?1:0;  
}  
  
heap\_t \*create\_heap(u32int start, u32int end\_addr, u32int max, u8int supervisor, u8int readonly)  
{  
   heap\_t \*heap = (heap\_t\*)kmalloc(sizeof(heap\_t));  
  
   // All our assumptions are made on startAddress and endAddress being page-aligned.  
   ASSERT(start%0x1000 == 0);  
   ASSERT(end\_addr%0x1000 == 0);  
  
   // Initialise the index.  
   heap->index = place\_ordered\_array( (void\*)start, HEAP\_INDEX\_SIZE, &header\_t\_less\_than);  
  
   // Shift the start address forward to resemble where we can start putting data.  
   start += sizeof(type\_t)\*HEAP\_INDEX\_SIZE;  
  
   // Make sure the start address is page-aligned.  
   if (start & 0xFFFFF000 != 0)  
   {  
       start &= 0xFFFFF000;  
       start += 0x1000;  
   }  
   // Write the start, end and max addresses into the heap structure.  
   heap->start\_address = start;  
   heap->end\_address = end\_addr;  
   heap->max\_address = max;  
   heap->supervisor = supervisor;  
   heap->readonly = readonly;  
  
   // We start off with one large hole in the index.  
   header\_t \*hole = (header\_t \*)start;  
   hole->size = end\_addr-start;  
   hole->magic = HEAP\_MAGIC;  
   hole->is\_hole = 1;  
   insert\_ordered\_array((void\*)hole, &heap->index);  
  
   return heap;  
}

#### 7.4.2.1. Expansion and contraction

At points we will need to alter the size of our heap. If we run out of space, we will need more. If we reclaim space, we may need less.

static void expand(u32int new\_size, heap\_t \*heap)  
{  
   // Sanity check.  
   ASSERT(new\_size > heap->end\_address - heap->start\_address);  
   // Get the nearest following page boundary.  
   if (new\_size&0xFFFFF000 != 0)  
   {  
       new\_size &= 0xFFFFF000;  
       new\_size += 0x1000;  
   }  
   // Make sure we are not overreaching ourselves.  
   ASSERT(heap->start\_address+new\_size <= heap->max\_address);  
  
   // This should always be on a page boundary.  
   u32int old\_size = heap->end\_address-heap->start\_address;  
   u32int i = old\_size;  
   while (i < new\_size)  
   {  
       alloc\_frame( get\_page(heap->start\_address+i, 1, kernel\_directory),  
                    (heap->supervisor)?1:0, (heap->readonly)?0:1);  
       i += 0x1000 /\* page size \*/;  
   }  
   heap->end\_address = heap->start\_address+new\_size;  
}

I think that code is self-explanatory. A few assertions are made, and the new\_size parameter is changed so that it falls on a page boundary. Frames are then allocated one-by-one according to the parameters given when creating the heap (supervisor mode enabled?, read only access?).

static u32int contract(u32int new\_size, heap\_t \*heap)  
{  
   // Sanity check.  
   ASSERT(new\_size < heap->end\_address-heap->start\_address);  
   // Get the nearest following page boundary.  
   if (new\_size&0x1000)  
   {  
       new\_size &= 0x1000;  
       new\_size += 0x1000;  
   }  
   // Don't contract too far!  
   if (new\_size < HEAP\_MIN\_SIZE)  
       new\_size = HEAP\_MIN\_SIZE;  
   u32int old\_size = heap->end\_address-heap->start\_address;  
   u32int i = old\_size - 0x1000;  
   while (new\_size < i)  
   {  
       free\_frame(get\_page(heap->start\_address+i, 0, kernel\_directory));  
       i -= 0x1000;  
   }  
   heap->end\_address = heap->start\_address + new\_size;  
   return new\_size;  
}

Similarly to expand, new\_size is adjusted so it sits on a page boundary. We then check that we're not trying to contract past our minimum size, and free each frame in turn until we reach the desired size.

#### 7.4.2.2. Allocation

We'll talk through the allocation function in parts.

void \*alloc(u32int size, u8int page\_align, heap\_t \*heap)  
{  
  
   // Make sure we take the size of header/footer into account.  
   u32int new\_size = size + sizeof(header\_t) + sizeof(footer\_t);  
   // Find the smallest hole that will fit.  
   s32int iterator = find\_smallest\_hole(new\_size, page\_align, heap);  
     
   if (iterator == -1) // If we didn't find a suitable hole  
   {  
     ... // Will be filled in in a second.  
   }

Here we adjust the requested block size to account for the size of the header and footer. We then request the smallest hole available that will fit using our find\_smallest\_hole function. If we couldn't find one (find\_smallest\_hole() == -1), we go into some error-handling code. It's a bit beefy, so I'll come back to this to explain it.

   header\_t \*orig\_hole\_header = (header\_t \*)lookup\_ordered\_array(iterator, &heap->index);  
   u32int orig\_hole\_pos = (u32int)orig\_hole\_header;  
   u32int orig\_hole\_size = orig\_hole\_header->size;  
   // Here we work out if we should split the hole we found into two parts.  
   // Is the original hole size - requested hole size less than the overhead for adding a new hole?  
   if (orig\_hole\_size-new\_size < sizeof(header\_t)+sizeof(footer\_t))  
   {  
       // Then just increase the requested size to the size of the hole we found.  
       size += orig\_hole\_size-new\_size;  
       new\_size = orig\_hole\_size;  
   }

Here we get the header pointer from the index given us by find\_smallest\_hole. We then save the address and size of this header in case we need to overwrite it later. After this, we decide if it is worth splitting the hole in two (that is, will the free space be able to fit another hole into it?) If not, we increase the requested size to the hole size, so it isn't split.

   // If we need to page-align the data, do it now and make a new hole in front of our block.  
   if (page\_align && orig\_hole\_pos&0xFFFFF000)  
   {  
       u32int new\_location   = orig\_hole\_pos + 0x1000 /\* page size \*/ - (orig\_hole\_pos&0xFFF) - sizeof(header\_t);  
       header\_t \*hole\_header = (header\_t \*)orig\_hole\_pos;  
       hole\_header->size     = 0x1000 /\* page size \*/ - (orig\_hole\_pos&0xFFF) - sizeof(header\_t);  
       hole\_header->magic    = HEAP\_MAGIC;  
       hole\_header->is\_hole  = 1;  
       footer\_t \*hole\_footer = (footer\_t \*) ( (u32int)new\_location - sizeof(footer\_t) );  
       hole\_footer->magic    = HEAP\_MAGIC;  
       hole\_footer->header   = hole\_header;  
       orig\_hole\_pos         = new\_location;  
       orig\_hole\_size        = orig\_hole\_size - hole\_header->size;  
   }  
   else  
   {  
       // Else we don't need this hole any more, delete it from the index.  
       remove\_ordered\_array(iterator, &heap->index);  
   }

If the user wants his memory to be page-aligned, we facilitate that here. The new location for the header to be placed at is calculated by going to the next page boundary then subtracting the size of a header. The attributes of the new hole's header are then filled in, along with the footer. Note that because we are creating a new hole at the old hole's address, we are essentially reusing the old hole, so there is no need to remove it from the hole index.

   // Overwrite the original header...  
   header\_t \*block\_header  = (header\_t \*)orig\_hole\_pos;  
   block\_header->magic     = HEAP\_MAGIC;  
   block\_header->is\_hole   = 0;  
   block\_header->size      = new\_size;  
   // ...And the footer  
   footer\_t \*block\_footer  = (footer\_t \*) (orig\_hole\_pos + sizeof(header\_t) + size);  
   block\_footer->magic     = HEAP\_MAGIC;  
   block\_footer->header    = block\_header;

This should be self-explanatory - we make sure all the header and footer attributes are correct, along with magic numbers.

   // We may need to write a new hole after the allocated block.  
   // We do this only if the new hole would have positive size...  
   if (orig\_hole\_size - new\_size > 0)  
   {  
       header\_t \*hole\_header = (header\_t \*) (orig\_hole\_pos + sizeof(header\_t) + size + sizeof(footer\_t));  
       hole\_header->magic    = HEAP\_MAGIC;  
       hole\_header->is\_hole  = 1;  
       hole\_header->size     = orig\_hole\_size - new\_size;  
       footer\_t \*hole\_footer = (footer\_t \*) ( (u32int)hole\_header + orig\_hole\_size - new\_size - sizeof(footer\_t) );  
       if ((u32int)hole\_footer < heap->end\_address)  
       {  
           hole\_footer->magic = HEAP\_MAGIC;  
           hole\_footer->header = hole\_header;  
       }  
       // Put the new hole in the index;  
       insert\_ordered\_array((void\*)hole\_header, &heap->index);  
   }

If we wanted to split our hole in two, we do it here, creating a new hole.

   // ...And we're done!  
   return (void \*) ( (u32int)block\_header+sizeof(header\_t) );  
}

... And that's our allocation function! The only thing left to do is fill in the error-checking code we missed out earlier:

   if (iterator == -1) // If we didn't find a suitable hole  
   {  
       // Save some previous data.  
       u32int old\_length = heap->end\_address - heap->start\_address;  
       u32int old\_end\_address = heap->end\_address;  
  
       // We need to allocate some more space.  
       expand(old\_length+new\_size, heap);  
       u32int new\_length = heap->end\_address-heap->start\_address;  
  
       // Find the endmost header. (Not endmost in size, but in location).  
       iterator = 0;  
       // Vars to hold the index of, and value of, the endmost header found so far.  
       u32int idx = -1; u32int value = 0x0;  
       while (iterator < heap->index.size)  
       {  
           u32int tmp = (u32int)lookup\_ordered\_array(iterator, &heap->index);  
           if (tmp > value)  
           {  
               value = tmp;  
               idx = iterator;  
           }  
           iterator++;  
       }  
  
       // If we didn't find ANY headers, we need to add one.  
       if (idx == -1)  
       {  
           header\_t \*header = (header\_t \*)old\_end\_address;  
           header->magic = HEAP\_MAGIC;  
           header->size = new\_length - old\_length;  
           header->is\_hole = 1;  
           footer\_t \*footer = (footer\_t \*) (old\_end\_address + header->size - sizeof(footer\_t));  
           footer->magic = HEAP\_MAGIC;  
           footer->header = header;  
           insert\_ordered\_array((void\*)header, &heap->index);  
       }  
       else  
       {  
           // The last header needs adjusting.  
           header\_t \*header = lookup\_ordered\_array(idx, &heap->index);  
           header->size += new\_length - old\_length;  
           // Rewrite the footer.  
           footer\_t \*footer = (footer\_t \*) ( (u32int)header + header->size - sizeof(footer\_t) );  
           footer->header = header;  
           footer->magic = HEAP\_MAGIC;  
       }  
       // We now have enough space. Recurse, and call the function again.  
       return alloc(size, page\_align, heap);  
   }

This code quite simple in function but verbose in code. If a hole big enough couldn't be found (iterator == -1), we must expand the size of the heap (by calling the *expand* function). We then have to account for this expansion in the index. The normal way to do this is to find the endmost hole in the index and adjust it's size. The only time this won't work is when there aren't any holes in the index at all (an unlikely but possible case). In this case we must make one to fill the gap.

#### 7.4.2.3. Freeing

Again, I'll go through this step-by-step.

void free(void \*p, heap\_t \*heap)  
{  
   // Exit gracefully for null pointers.  
   if (p == 0)  
       return;  
  
   // Get the header and footer associated with this pointer.  
   header\_t \*header = (header\_t\*) ( (u32int)p - sizeof(header\_t) );  
   footer\_t \*footer = (footer\_t\*) ( (u32int)header + header->size - sizeof(footer\_t) );  
  
   // Sanity checks.  
   ASSERT(header->magic == HEAP\_MAGIC);  
   ASSERT(footer->magic == HEAP\_MAGIC);

Initially we find the header by subtracting sizeof(header\_t) from *p*, then use this to find the footer. Sanity checks are always a good idea, as they provide an early indication if your code has overwritten crucial data.

   // Make us a hole.  
   header->is\_hole = 1;  
  
   // Do we want to add this header into the 'free holes' index?  
   char do\_add = 1;

This block is being deallocated and so is now a hole. We also create a variable to hold whether we should add the header to the hole index (see algorithm description).

   // Unify left  
   // If the thing immediately to the left of us is a footer...  
   footer\_t \*test\_footer = (footer\_t\*) ( (u32int)header - sizeof(footer\_t) );  
   if (test\_footer->magic == HEAP\_MAGIC &&  
       test\_footer->header->is\_hole == 1)  
   {  
       u32int cache\_size = header->size; // Cache our current size.  
       header = test\_footer->header;     // Rewrite our header with the new one.  
       footer->header = header;          // Rewrite our footer to point to the new header.  
       header->size += cache\_size;       // Change the size.  
       do\_add = 0;                       // Since this header is already in the index, we don't want to add it again.  
   }

This piece of code performs our *left unification*. By subtracting sizeof(header\_t) from the header address, we can get a pointer to a footer. We check if this is actually a valid footer by checking it's magic number, and that it is a hole (not allocated!). If so, we rewrite our footer to point to the test footer's header, change our size, and instruct the algorithm not to add an entry to the hole index (as the header we just unified with was already in the index!).

   // Unify right  
   // If the thing immediately to the right of us is a header...  
   header\_t \*test\_header = (header\_t\*) ( (u32int)footer + sizeof(footer\_t) );  
   if (test\_header->magic == HEAP\_MAGIC &&  
       test\_header->is\_hole)  
   {  
       header->size += test\_header->size; // Increase our size.  
       test\_footer = (footer\_t\*) ( (u32int)test\_header + // Rewrite it's footer to point to our header.  
                                   test\_header->size - sizeof(footer\_t) );  
       footer = test\_footer;  
       // Find and remove this header from the index.  
       u32int iterator = 0;  
       while ( (iterator < heap->index.size) &&  
               (lookup\_ordered\_array(iterator, &heap->index) != (void\*)test\_header) )  
           iterator++;  
  
       // Make sure we actually found the item.  
       ASSERT(iterator < heap->index.size);  
       // Remove it.  
       remove\_ordered\_array(iterator, &heap->index);  
   }

Similarly, this code performs our *right unification*. Again, we test if the header immediately to our right is valid, and is a hole. We rewrite it's footer to point to our header, then remove it's header from the hole index.

   // If the footer location is the end address, we can contract.  
   if ( (u32int)footer+sizeof(footer\_t) == heap->end\_address)  
   {  
       u32int old\_length = heap->end\_address-heap->start\_address;  
       u32int new\_length = contract( (u32int)header - heap->start\_address, heap);  
       // Check how big we will be after resizing.  
       if (header->size - (old\_length-new\_length) > 0)  
       {  
           // We will still exist, so resize us.  
           header->size -= old\_length-new\_length;  
           footer = (footer\_t\*) ( (u32int)header + header->size - sizeof(footer\_t) );  
           footer->magic = HEAP\_MAGIC;  
           footer->header = header;  
       }  
       else  
       {  
           // We will no longer exist :(. Remove us from the index.  
           u32int iterator = 0;  
           while ( (iterator < heap->index.size) &&  
                   (lookup\_ordered\_array(iterator, &heap->index) != (void\*)test\_header) )  
               iterator++;  
           // If we didn't find ourselves, we have nothing to remove.  
           if (iterator < heap->index.size)  
               remove\_ordered\_array(iterator, &heap->index);  
       }  
   }

This is almost the last snippet (I promise!). If we are releasing the last hole in the index (that is, the one closest to the end of memory), then we can contract the heap size. We keep note of the old heap size, then call contract. One of two things can happen here. Either the contract() command will shrink the heap so our hole no longer exists (the 'else' case), or it will either partially contract or not contract at all. In which case our hole still exists, but we need to resize it. We rewrite it's footer with the new size, and exit. If the hole has been removed, we just look ourselves up in the heap index and delete ourselves.

A small one to finish off with:

if (do\_add == 1)  
  insert\_ordered\_array((void\*) header, &heap->index);

If we are suppposed to add ourselves into the index, do it here. And that's it! The next thing to do is initialise the heap when paging is initialised :)

#### 7.4.2.4. paging.c

extern heap\_t \*kheap;

We declare the variable *kheap* as our kernel heap. We define this in kheap.c (you can do that yourself) and reference it here.

   // Map some pages in the kernel heap area.  
   // Here we call get\_page but not alloc\_frame. This causes page\_table\_t's  
   // to be created where necessary. We can't allocate frames yet because they  
   // they need to be identity mapped first below, and yet we can't increase  
   // placement\_address between identity mapping and enabling the heap!  
   int i = 0;  
   for (i = KHEAP\_START; i < KHEAP\_START+KHEAP\_INITIAL\_SIZE; i += 0x1000)  
       get\_page(i, 1, kernel\_directory);

This goes in *initialise\_paging*, before we identity map from 0-placement\_addr. There is a reason for this code. As the kernel heap is up at 0xC0000000, when we write to it some page tables will need to be created (beacause nothing near that area has been accessed before). However, after we finish the identity-mapping loop allocating everything up to placement\_address, we can't use kmalloc any more until our heap is active! So, we need to force the tables to be created **before** we freeze the placement address. That's what this code does.

   // Now allocate those pages we mapped earlier.  
   for (i = KHEAP\_START; i < KHEAP\_START+KHEAP\_INITIAL\_SIZE; i += 0x1000)  
       alloc\_frame( get\_page(i, 1, kernel\_directory), 0, 0);  
  
   // Before we enable paging, we must register our page fault handler.  
   register\_interrupt\_handler(14, page\_fault);  
  
   // Now, enable paging!  
   switch\_page\_directory(kernel\_directory);  
  
   // Initialise the kernel heap.  
   kheap = create\_heap(KHEAP\_START, KHEAP\_START+KHEAP\_INITIAL\_SIZE, 0xCFFFF000, 0, 0);

Et voila! you are complete! A nice thing to do (which I have done in my sample code) is to get kmalloc/kfree to pass calls straight through to alloc/free if kheap != 0. I'll leave that to you to do ;)

## 7.5. Testing

*main.c*

u32int a = kmalloc(8);  
initialise\_paging();  
u32int b = kmalloc(8);  
u32int c = kmalloc(8);  
monitor\_write("a: ");  
monitor\_write\_hex(a);  
monitor\_write(", b: ");  
monitor\_write\_hex(b);  
monitor\_write("\nc: ");  
monitor\_write\_hex(c);  
  
kfree(c);  
kfree(b);  
u32int d = kmalloc(12);  
monitor\_write(", d: ");  
monitor\_write\_hex(d);
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Success!

You can, of course, experiment with the order of allocations and frees here. The code above will allocate one variable, *a*, before initialise\_paging is called, so it'll be allocated via placement address. *b* and *c* both get allocated on the heap, and printed out. They are then both freed and another variable, *d*, created. If the address of *d* is the same as the address of *b*, then the space reclaimed by *b* and *c* has been successfully unified and all is good!

## 7.6. Summary

Dynamic memory allocation is one of the few things that it is very difficult to do without. Without it, you would have to specify an absolute maximum number of processes running (static array of pids), you would have to statically give the size of every buffer - Generally making your OS lacklustre and woefully inefficient.

Sample code, as ever, can be found [here](http://en.wikipedia.org/wiki/DRAM).
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# 8. The VFS and the initrd

In this chapter we're going to be starting work on our virtual filesystem (VFS). As a baptism of fire, we will also be implementing an initial ramdisk so you can load configuration files or executables to your kernel.

## 8.1. The virtual filesystem
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Graph of nodes.

A VFS is intended to abstract away details of the filesystem and location that files are stored, and to give access to them in a uniform manner. They are usually implemented as a graph of nodes; Each node representing either a file, directory, symbolic link, device, socket or pipe. Each node should know what filesystem it belongs to and have enough information such that the relavent open/close/etc functions in its driver can be found and executed. A common way to accomplish this is to have the node store function pointers which can be called by the kernel. We'll need a few function pointers:

* *Open* - Called when a node is opened as a file descriptor.
* *Close* - Called when the node is closed.
* *Read* - I should hope this was self explanatory!
* *Write* - Same as above :-)
* *Readdir* - If the current node is a directory, we need a way of enumerating it's contents. Readdir should return the n'th child node of a directory or NULL otherwise. It returns a 'struct dirent', which is compatible with the UNIX readdir function.
* *Finddir* - We also need a way of finding a child node, given a name in string form. This will be used when following absolute pathnames.

So far then our node structure looks something like:

typedef struct fs\_node  
{  
  char name[128];     // The filename.  
  u32int flags;       // Includes the node type (Directory, file etc).  
  read\_type\_t read;   // These typedefs are just function pointers. We'll define them later!  
  write\_type\_t write;  
  open\_type\_t open;  
  close\_type\_t close;  
  readdir\_type\_t readdir; // Returns the n'th child of a directory.  
  finddir\_type\_t finddir; // Try to find a child in a directory by name.  
} fs\_node\_t;

Obviously we need to store the filename, and flags contains the type of the node (directory, symlink etc), but we are still missing things. We need to know what permissions the file has, which user/group it belongs to, and possibly also its length.

typedef struct fs\_node  
{  
   char name[128];     // The filename.  
   u32int mask;        // The permissions mask.  
   u32int uid;         // The owning user.  
   u32int gid;         // The owning group.  
   u32int flags;       // Includes the node type.  
   u32int length;      // Size of the file, in bytes.  
   read\_type\_t read;  
   write\_type\_t write;  
   open\_type\_t open;  
   close\_type\_t close;  
   readdir\_type\_t readdir;  
   finddir\_type\_t finddir;  
} fs\_node\_t;

Again though, we are still missing things! We need a way for the filesystem driver to track which node is which. This is commonly known as an *inode*. It is just a number assigned by the driver which uniquely represents this file. Not only that, but we may have *multiple instances of the same filesystem type*, so we must also have a variable that the driver can set to track which filesystem instance it belongs to.

Lastly we also need to account for symbolic links (shortcuts in Windows-speak). These are merely pointers or placeholders for other files, and so need a pointer member variable.

typedef struct fs\_node  
{  
   char name[128];     // The filename.  
   u32int mask;        // The permissions mask.  
   u32int uid;         // The owning user.  
   u32int gid;         // The owning group.  
   u32int flags;       // Includes the node type. See #defines above.  
   u32int inode;       // This is device-specific - provides a way for a filesystem to identify files.  
   u32int length;      // Size of the file, in bytes.  
   u32int impl;        // An implementation-defined number.  
   read\_type\_t read;  
   write\_type\_t write;  
   open\_type\_t open;  
   close\_type\_t close;  
   readdir\_type\_t readdir;  
   finddir\_type\_t finddir;  
   struct fs\_node \*ptr; // Used by mountpoints and symlinks.  
} fs\_node\_t;

### 8.1.1. Mountpoints

![http://www.jamesmolloy.co.uk/images/vfs_mountpoint.png](data:image/png;base64,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)  
devfs mounted on /dev

Mountpoints are the UNIX way of accessing different filesystems. A filesystem is mounted on a directory - any subsequent access to that directory will actually access the root directory of the new filesystem. So essentially the directory is told that it is a mountpoint and given a pointer to the root node of the new filesystem. We can actually reuse the *ptr* member of fs\_node\_t for this purpose (as it is currently only used for symlinks and they can never be mountpoints).

### 8.1.2. Implementation

#### 8.1.2.1. fs.h

We first need to define the prototypes for our read/write/etc functions. The first four can be gained by looking at the [POSIX specification](http://www.osdev.net/forum). The other two can just be made up :-)

typedef u32int (\*read\_type\_t)(struct fs\_node\*,u32int,u32int,u8int\*);  
typedef u32int (\*write\_type\_t)(struct fs\_node\*,u32int,u32int,u8int\*);  
typedef void (\*open\_type\_t)(struct fs\_node\*);  
typedef void (\*close\_type\_t)(struct fs\_node\*);  
typedef struct dirent \* (\*readdir\_type\_t)(struct fs\_node\*,u32int);  
typedef struct fs\_node \* (\*finddir\_type\_t)(struct fs\_node\*,char \*name);

struct dirent // One of these is returned by the readdir call, according to POSIX.  
{  
  char name[128]; // Filename.  
  u32int ino;     // Inode number. Required by POSIX.  
};

We also need to define what the values in the fs\_node\_t::flags field mean:

#define FS\_FILE        0x01  
#define FS\_DIRECTORY   0x02  
#define FS\_CHARDEVICE  0x03  
#define FS\_BLOCKDEVICE 0x04  
#define FS\_PIPE        0x05  
#define FS\_SYMLINK     0x06  
#define FS\_MOUNTPOINT  0x08 // Is the file an active mountpoint?

Notice that *FS\_MOUNTPOINT* is given the value 8, not 7. This is so that it can be bitwise-OR'd in with FS\_DIRECTORY. The other flags are given sequential values as they are mutually exclusive.

Lastly we need to define the root node of the filesystem and our read/write/etc functions.

extern fs\_node\_t \*fs\_root; // The root of the filesystem.  
  
// Standard read/write/open/close functions. Note that these are all suffixed with  
// \_fs to distinguish them from the read/write/open/close which deal with file descriptors  
// not file nodes.  
u32int read\_fs(fs\_node\_t \*node, u32int offset, u32int size, u8int \*buffer);  
u32int write\_fs(fs\_node\_t \*node, u32int offset, u32int size, u8int \*buffer);  
void open\_fs(fs\_node\_t \*node, u8int read, u8int write);  
void close\_fs(fs\_node\_t \*node);  
struct dirent \*readdir\_fs(fs\_node\_t \*node, u32int index);  
fs\_node\_t \*finddir\_fs(fs\_node\_t \*node, char \*name);

#### 8.1.2.2. fs.c

// fs.c -- Defines the interface for and structures relating to the virtual file system.  
// Written for JamesM's kernel development tutorials.  
  
#include "fs.h"  
  
fs\_node\_t \*fs\_root = 0; // The root of the filesystem.  
  
u32int read\_fs(fs\_node\_t \*node, u32int offset, u32int size, u8int \*buffer)  
{  
  // Has the node got a read callback?  
  if (node->read != 0)  
    return node->read(node, offset, size, buffer);  
  else  
    return 0;  
}

The above code should really be self-explanatory. If the node doesn't have a callback set, just return an error value. You should replicate the above code for open(), close() and write(). The same is true of readdir() and finddir(), although in those there should be an extra check: If the node is actually a directory!

if ((node->flags&0x7) == FS\_DIRECTORY && node->readdir != 0 )

Believe it or not, that is all the code that is needed to make a simple virtual filesystem! With this code as a base we can make our initial ramdisk and maybe later more complex filesystems like FAT or ext2.

## 8.2. The initial ramdisk

An initial ramdisk is just a filesystem that is loaded into memory when the kernel boots. It is useful for storing drivers and configuration files that are needed before the kernel can access the root filesystem (indeed, it usually contains the driver to access that root filesystem!).

An *initrd*, as they are known, usually uses a propriatary filesystem format. The reason for this is that the most complex thing a filesystem has to handle, *deletion of files and reclaimation of space*, isn't necessary. The kernel should try to get the root filesystem up and running as quick as possible - why would it want to delete files from the initrd??

As such you can just make a filesystem format up! I've made one for you as well, if you're not feeling very creative ;)

## 8.3. My own solution

My format does not support subdirectories. It stores the number of files in the system as the first 4 bytes of the initrd file. That is followed by a set number (64) of header structures, giving the names, offsets and sizes of the files contained. The actual file data follows. I have written a small C program to make this for me: it takes two arguments for each file to add: The path to the file from the current directory and the name to give the file in the generated filesystem.

### 8.3.1. Filesystem generator

#include <stdio.h>  
  
struct initrd\_header  
{  
   unsigned char magic; // The magic number is there to check for consistency.  
   char name[64];  
   unsigned int offset; // Offset in the initrd the file starts.  
   unsigned int length; // Length of the file.  
};  
  
int main(char argc, char \*\*argv)  
{  
   int nheaders = (argc-1)/2;  
   struct initrd\_header headers[64];  
   printf("size of header: %d\n", sizeof(struct initrd\_header));  
   unsigned int off = sizeof(struct initrd\_header) \* 64 + sizeof(int);  
   int i;  
   for(i = 0; i < nheaders; i++)  
   {  
       printf("writing file %s->%s at 0x%x\n", argv[i\*2+1], argv[i\*2+2], off);  
       strcpy(headers[i].name, argv[i\*2+2]);  
       headers[i].offset = off;  
       FILE \*stream = fopen(argv[i\*2+1], "r");  
       if(stream == 0)  
       {  
         printf("Error: file not found: %s\n", argv[i\*2+1]);  
         return 1;  
       }  
       fseek(stream, 0, SEEK\_END);  
       headers[i].length = ftell(stream);  
       off += headers[i].length;  
       fclose(stream);  
       headers[i].magic = 0xBF;  
   }  
     
   FILE \*wstream = fopen("./initrd.img", "w");  
   unsigned char \*data = (unsigned char \*)malloc(off);  
   fwrite(&nheaders, sizeof(int), 1, wstream);  
   fwrite(headers, sizeof(struct initrd\_header), 64, wstream);  
     
   for(i = 0; i < nheaders; i++)  
   {  
     FILE \*stream = fopen(argv[i\*2+1], "r");  
     unsigned char \*buf = (unsigned char \*)malloc(headers[i].length);  
     fread(buf, 1, headers[i].length, stream);  
     fwrite(buf, 1, headers[i].length, wstream);  
     fclose(stream);  
     free(buf);  
   }  
     
   fclose(wstream);  
   free(data);  
     
   return 0;  
}

*I'm not going to explain the contents of this file: It is auxiliary and not important. Besides, you should be making your own anyway! ;)*

### 8.3.2. Integrating it in to your own OS

*Even if you are using a different file format to mine, this section may be useful in helping you integrate it into the kernel.*

#### 8.3.2.1. initrd.h

This file just defines the header structure types and gives a function prototype for the *initialise\_initrd* function so the kernel can call it.

// initrd.h -- Defines the interface for and structures relating to the initial ramdisk.  
// Written for JamesM's kernel development tutorials.  
  
#ifndef INITRD\_H  
#define INITRD\_H  
  
#include "common.h"  
#include "fs.h"  
  
typedef struct  
{  
   u32int nfiles; // The number of files in the ramdisk.  
} initrd\_header\_t;  
  
typedef struct  
{  
   u8int magic;     // Magic number, for error checking.  
   s8int name[64];  // Filename.  
   u32int offset;   // Offset in the initrd that the file starts.  
   u32int length;   // Length of the file.  
} initrd\_file\_header\_t;  
  
// Initialises the initial ramdisk. It gets passed the address of the multiboot module,  
// and returns a completed filesystem node.  
fs\_node\_t \*initialise\_initrd(u32int location);  
  
#endif

#### 8.3.2.2. initrd.c

The first thing we need is some static declarations:

// initrd.c -- Defines the interface for and structures relating to the initial ramdisk.  
// Written for JamesM's kernel development tutorials.  
  
#include "initrd.h"  
  
initrd\_header\_t \*initrd\_header;     // The header.  
initrd\_file\_header\_t \*file\_headers; // The list of file headers.  
fs\_node\_t \*initrd\_root;             // Our root directory node.  
fs\_node\_t \*initrd\_dev;              // We also add a directory node for /dev, so we can mount devfs later on.  
fs\_node\_t \*root\_nodes;              // List of file nodes.  
int nroot\_nodes;                    // Number of file nodes.  
  
struct dirent dirent;

The next thing we need is a function to read from a file in our initrd.

static u32int initrd\_read(fs\_node\_t \*node, u32int offset, u32int size, u8int \*buffer)  
{  
   initrd\_file\_header\_t header = file\_headers[node->inode];  
   if (offset > header.length)  
       return 0;  
   if (offset+size > header.length)  
       size = header.length-offset;  
   memcpy(buffer, (u8int\*) (header.offset+offset), size);  
   return size;  
}

That function demonstrates one very annoying thing about writing low level code: 80% of it is error-checking. Unfortunately you can't get away from it - if you leave it out you will spend literally days trying to work out why your code doesn't work.

It would also be quite useful to have some working readdir and finddir functions:

static struct dirent \*initrd\_readdir(fs\_node\_t \*node, u32int index)  
{  
   if (node == initrd\_root && index == 0)  
   {  
     strcpy(dirent.name, "dev");  
     dirent.name[3] = 0; // Make sure the string is NULL-terminated.  
     dirent.ino = 0;  
     return &dirent;  
   }  
  
   if (index-1 >= nroot\_nodes)  
       return 0;  
   strcpy(dirent.name, root\_nodes[index-1].name);  
   dirent.name[strlen(root\_nodes[index-1].name)] = 0; // Make sure the string is NULL-terminated.  
   dirent.ino = root\_nodes[index-1].inode;  
   return &dirent;  
}  
  
static fs\_node\_t \*initrd\_finddir(fs\_node\_t \*node, char \*name)  
{  
   if (node == initrd\_root &&  
       !strcmp(name, "dev") )  
       return initrd\_dev;  
  
   int i;  
   for (i = 0; i < nroot\_nodes; i++)  
       if (!strcmp(name, root\_nodes[i].name))  
           return &root\_nodes[i];  
   return 0;  
}

Last but not least we need to initialise the filesystem:

fs\_node\_t \*initialise\_initrd(u32int location)  
{  
   // Initialise the main and file header pointers and populate the root directory.  
   initrd\_header = (initrd\_header\_t \*)location;  
   file\_headers = (initrd\_file\_header\_t \*) (location+sizeof(initrd\_header\_t));

We assume that the kernel knows where our initrd starts and can convey that location to the initialise function.

   // Initialise the root directory.  
   initrd\_root = (fs\_node\_t\*)kmalloc(sizeof(fs\_node\_t));  
   strcpy(initrd\_root->name, "initrd");  
   initrd\_root->mask = initrd\_root->uid = initrd\_root->gid = initrd\_root->inode = initrd\_root->length = 0;  
   initrd\_root->flags = FS\_DIRECTORY;  
   initrd\_root->read = 0;  
   initrd\_root->write = 0;  
   initrd\_root->open = 0;  
   initrd\_root->close = 0;  
   initrd\_root->readdir = &initrd\_readdir;  
   initrd\_root->finddir = &initrd\_finddir;  
   initrd\_root->ptr = 0;  
   initrd\_root->impl = 0;

Here we make the root directory node. We get some memory from the kernel heap and give the node a name. We really don't need to name this node as the root is never referenced by name, just '/'.

Most of the code initialises pointers to NULL (0), but you'll notice that the node is told it is a directory (flags = FS\_DIRECTORY) and that it has both readdir and finddir functions.

The same is done for the /dev node:

   // Initialise the /dev directory (required!)  
   initrd\_dev = (fs\_node\_t\*)kmalloc(sizeof(fs\_node\_t));  
   strcpy(initrd\_dev->name, "dev");  
   initrd\_dev->mask = initrd\_dev->uid = initrd\_dev->gid = initrd\_dev->inode = initrd\_dev->length = 0;  
   initrd\_dev->flags = FS\_DIRECTORY;  
   initrd\_dev->read = 0;  
   initrd\_dev->write = 0;  
   initrd\_dev->open = 0;  
   initrd\_dev->close = 0;  
   initrd\_dev->readdir = &initrd\_readdir;  
   initrd\_dev->finddir = &initrd\_finddir;  
   initrd\_dev->ptr = 0;  
   initrd\_dev->impl = 0;

Now that they're done we can start actually adding the files in the ramdisk. First we allocate space for them:

   root\_nodes = (fs\_node\_t\*)kmalloc(sizeof(fs\_node\_t) \* initrd\_header->nfiles);  
   nroot\_nodes = initrd\_header->nfiles;

Then we make them:

   // For every file...  
   int i;  
   for (i = 0; i < initrd\_header->nfiles; i++)  
   {  
       // Edit the file's header - currently it holds the file offset  
       // relative to the start of the ramdisk. We want it relative to the start  
       // of memory.  
       file\_headers[i].offset += location;  
       // Create a new file node.  
       strcpy(root\_nodes[i].name, &file\_headers[i].name);  
       root\_nodes[i].mask = root\_nodes[i].uid = root\_nodes[i].gid = 0;  
       root\_nodes[i].length = file\_headers[i].length;  
       root\_nodes[i].inode = i;  
       root\_nodes[i].flags = FS\_FILE;  
       root\_nodes[i].read = &initrd\_read;  
       root\_nodes[i].write = 0;  
       root\_nodes[i].readdir = 0;  
       root\_nodes[i].finddir = 0;  
       root\_nodes[i].open = 0;  
       root\_nodes[i].close = 0;  
       root\_nodes[i].impl = 0;  
   }

And finally return the root node so the kernel can access us:

   return initrd\_root;  
}

## 8.4. Loading the initrd as a multiboot module

Now we need to work out how to get our initrd loaded into memory in the first place. Luckily, the multiboot specification allows for 'modules' to be loaded. We can tell GRUB to load our initrd as a module. You can do this by mounting the floppy.img file as a loopback device, finding the /boot/grub/menu.lst file and adding a 'module (fd0)/initrd' line just below the 'kernel' line.

Alternatively you can download a new and improved image from [here](http://www.jamesmolloy.co.uk/downloads/gdt_idt.tar.gz).

GRUB communicates the location of this file to us via the multiboot information structure that we declared but never defined in the first tutorial. We have to define it now: This definition is lifted directly from the [Multiboot spec](http://www.jamesmolloy.co.uk/tutorial_html/8.-The%20VFS%20and%20the%20initrd.html).

*multiboot.h*

#include "common.h"  
  
#define MULTIBOOT\_FLAG\_MEM     0x001  
#define MULTIBOOT\_FLAG\_DEVICE  0x002  
#define MULTIBOOT\_FLAG\_CMDLINE 0x004  
#define MULTIBOOT\_FLAG\_MODS    0x008  
#define MULTIBOOT\_FLAG\_AOUT    0x010  
#define MULTIBOOT\_FLAG\_ELF     0x020  
#define MULTIBOOT\_FLAG\_MMAP    0x040  
#define MULTIBOOT\_FLAG\_CONFIG  0x080  
#define MULTIBOOT\_FLAG\_LOADER  0x100  
#define MULTIBOOT\_FLAG\_APM     0x200  
#define MULTIBOOT\_FLAG\_VBE     0x400  
  
struct multiboot  
{  
   u32int flags;  
   u32int mem\_lower;  
   u32int mem\_upper;  
   u32int boot\_device;  
   u32int cmdline;  
   u32int mods\_count;  
   u32int mods\_addr;  
   u32int num;  
   u32int size;  
   u32int addr;  
   u32int shndx;  
   u32int mmap\_length;  
   u32int mmap\_addr;  
   u32int drives\_length;  
   u32int drives\_addr;  
   u32int config\_table;  
   u32int boot\_loader\_name;  
   u32int apm\_table;  
   u32int vbe\_control\_info;  
   u32int vbe\_mode\_info;  
   u32int vbe\_mode;  
   u32int vbe\_interface\_seg;  
   u32int vbe\_interface\_off;  
   u32int vbe\_interface\_len;  
}  \_\_attribute\_\_((packed));  
  
typedef struct multiboot\_header multiboot\_header\_t;

The interesting fields are the *mods\_addr* and *mods\_count* fields. The *mods\_count* field contains the number of modules loaded. We should check that this is > 0. The *mods\_addr* field is an array of addresses: Each 'entry' consists of the starting address of the module and it's end, each being 4 bytes.

As we are only expecting one module we can just treat the *mods\_addr* field as a pointer and find whatever value lies there. That will be the location of our initrd. The value of the address 4 bytes on from that will be the end address. We can use this to change the memory management placement address so that memory allocations don't accidentally overwrite our ramdisk!

*main.c*

int main(struct multiboot \*mboot\_ptr)  
{  
   // Initialise all the ISRs and segmentation  
   init\_descriptor\_tables();  
   // Initialise the screen (by clearing it)  
   monitor\_clear();  
  
   // Find the location of our initial ramdisk.  
   ASSERT(mboot\_ptr->mods\_count > 0);  
   u32int initrd\_location = \*((u32int\*)mboot\_ptr->mods\_addr);  
   u32int initrd\_end = \*(u32int\*)(mboot\_ptr->mods\_addr+4);  
   // Don't trample our module with placement accesses, please!  
   placement\_address = initrd\_end;  
  
   // Start paging.  
   initialise\_paging();  
  
   // Initialise the initial ramdisk, and set it as the filesystem root.  
   fs\_root = initialise\_initrd(initrd\_location);  
}

Success! That's one VFS and initrd cooked up in no time. Let's test it out.

## 8.5. Testing it out

![http://www.jamesmolloy.co.uk/images/the_vfs_and_initrd_bochs.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtAAAAHCCAYAAADGof6RAAAbaUlEQVR4nO3d7Y6rtgIFUFLNe1d975Hm/kov9cHYG8xXZi2pOp0EbENI2BgDr5+fn59po9frNe2YfXMZr9fr3//fU/+7nL3L8OT6r6obAO6mZ79o38k0TdPX1hnfG9DeDWlrGe/pt9Y/ny8towy+WwL9iPpLaRl+AAD2W/o9LV8rf7eX9h89r6ft2lvGmXXu2Re+s0RZb2t/ncwzn37PPrzH1R1sNbLD/20O0DVbw/DeEJvUXU6X1F+bLvkiba2/FpzL9x09A9xH6ze39t6W/dvW6Udaanfa8dTbMVW+V+6Ll/bNteA8/3stKNcOmBJryzQva0s2OOpzv2N2uOIg8W1XgF7aYLY2Pg3RtS9Fy1oAPmPj2Fp/Eo5b5dztCwDAOXqC7Oje1bK8eV1lu5LOsaVgXqu/preM0UbWWeaH2tmPtdC/Nn0Z6Gvv1drR6vVfOwuwNk1r2dOzC0t/Ly3H+72/pg16Vu4W5Ura2q6191tHsnvqb9laf/JFq53+66kfgPHev+3v/0q19+avj/jtnvfKluFi5P6v1e6l9VF2hK2tr7KsVlta03zyfrH2mc9fXwqLZWCcfz5LPfY967gMvrX3y7MH5TQ922m5fK0zDrVlf7+/9N7wIRx7N8TenuClUNk6Au0NoGvT1o5WWyF3VP09ljYw4RngOms9qq2OladJOnumaXn/1HtGeem1tZ7W8u+egJ70ivca+bnWekjLXv2y/mT6PWcB1uqal79WRk1t2XvnK+vvWfb3/28K0L1f/K16Qmwi3dDT+kccAb+nW/r/tdd6DhqEZ4Dn2RIMluZtlbfUCzzybGxZ71K71tq+ZV9c9mi3plubr2ef3wrtZ+yDe9btNNV7WmvT1+Zfq7fVti0HTK3ya5bC8lI2irPlz8IcRw1jSI4Mrqx/3o7Wl6JVRxqekyPctR/Wnh8fAMZYCyJb3qvt9Efr2c8cVe80XTPuuGZ0r/DWspN5l4YazOdZygJr+aDnvdr22zpom//dKqP8HqTLsdbeWsdivK56AvTWjWprOVfXX5aR9AKUR9lbTieU/1/WW5u21g4APlvS8ZR21Izej2zdT+6tc9TZ4t765o4K0FynOoSjDHBpr3B5GmTr/K9X+yKC3nK2zr92tFRO2wq2LfP1XTtq2lM+AJ8pHSpYm2f0GczWGNy9gbFV/lbpsEnua21b2PqZdo+BvnKj2dqbO2IoyNrpg6Vp59NcFXLnbRa0AT5H79C+uXR/tHefkYT0VoBvtae2v98Syufrqbbvt099lp4cuPWMfTVAtzbGlr09v0vzbSlrT4he+wItWeohPvKU0FqbAfgMSY9w7f2z9gvJGds16fjvtTO2e/SOn+V+0rMt6ef6iB7oef1rCzg6rC4NZm/Vv9TWUe1q/SCU9Yz6AQHgGun+Y63D5+z9+NZ9X+9+s9bRtme5004yMmeN7+79/JeGK/e2qTtAb+2BHqU8SmhNt6f+pRW4dGFfqRbyzzhiPevAAoBzbPntLqf/Db/9tTPm86GM87+XbD3b/FSfnAu25MDejtK5x/VAv5WB9oj21XqhW68tjaM60lodxkIDPM/W3+xaD9/Zga92gWBaxtYhK+X88yBdm3Ze3id3Sj09/K9pLVtvz3TPZ/zIHuil10adFki+NEt11ubvDdPldGt/9x5lCdEAv0NtnOfZQfpO+5qe0NR7Cv/p46CPyE13tHVZkrMLj+2BnqZj73VcfklqPc7v+td6n3u/aPMy5kackls6lQXAPkcG0q0X4L3nnXe8fKre9Z8MwWyV/dQe3J7e2aPy1DS1D1721j36c2mtj0f3QK+9d+TA9J5hHVukF4qkPcuf/CMKcJUzf1uTU9RrPYzJPn3E8p1d37ucssNr6fVah9hTg3JNzzKNDtHJOhxV994yej/7R/ZAty7yO1rtIsHR5bamW/rCA3C+2pnHrf/Wym1J9gO9+5tRzq5vy7r/pPC8NHSlNvzziOXdUuaTssxje6BbY6KP/ADWxjiPLre0NB56/v9P2fAAPkk5XGLvv7Vy12wNLKUj9ydn1zevt9x3rvVEX6WWbUaumyuWc639d1jvWzyqB7pnIzryS9jzAe/ZCHovXqjVJUQD/E5bf/dr8x21HzmzvrVOpt4e6TO1hqqODtHs0xWgrz4y6BnUX5t+pHLMc1ln6yKF3vKXLNW59AUXogHON3oIR2toR297an/PX39bGis82tn1zcu9Y2iu2Zsn7uqTskl3D/Rvs/YFqwXXaVq/e0fL2g9c64ev1nYAjrc3FPf0kI5qX/n62t+jnV3fNGXDN+4Qoufr5A7teZq935fe9S1AF8ofmaWj5XeILq0Nsej5QJPwPG9Pz3IAcJy79UDX9g89QwGXXh/l7PredSTrmWca/fm1vm8CdIdW7/N8umn68y4ZvXpPuc3f7203AMcZ0QNd/ru3B7qcp6cHupxudKA8u755+XcP0T35gj5bvzPJZ/9XWvjal33+71HOqH/pB+v92jxIl//N318rq1XvNOUXFPaUCcAx9vQs95Y3on1r77+dNaxib33JfKPDc88Z5fl/vZamHfF5vPNJ7b9PkXwue8qZprAHugx473/POoI7q/5aWa0j5PL9tAehd9otX3Q90QDH2dsDPU3tsbp727dkvh+pDa8YaXR9vfvKJDxvWedLBwS115Y+83LaWq98GsbTLHRUTjgzpM87NN9/t2xZx1GAbn3Qo8LrUfUnIbYse9621g/R0hel5ws5svdirWwAxqr9NiedPknYHuXsfcJV+6AzOt3WXiuzRG9P897PfWSv+pF1j27D0newtn631r+5B3pe+aiNsTXv3vpbP0JL783n6e2B7ilrrf7R4bm3fgC2mXeWzP9Np2/9O9KZvYJX1FfbX9YObsp5zmjXXNpJl9R3lTsF+FY70voXA3RtgY/sgV7qrT2i/rUNt7by5mXOg3RtOd7TJfWX8/f+u+WLJEQDjHN2MBzht/Q8184kL033fv+Mti5llZ6DLtvatrpbuXCL18/KnEsf7p7e0aTn9+j6e06n1Nq6Jinn7C9srX4AGGV0yBuxrzqqd7ecf15G7bWlLNIa8lGWw/VWA/Q0bQ+xS2ohuadH94j6935h9rpD/b6MAPwWST6BNa9pmmw1AADQKb4PNAAA/GZf39/f9Te/rn1Q4bxtW9vSW8Z7uto0I9qSOLs+AAD6/DUPZ19fX7cKa3vbUobitYOFo9ty9/oAAOizOITjE8Nba5nudvAAAMA9/ZEYv7+/F8PkUu/tfJpab29tmtYQhT29xTVHDs9orZ+9ZSV11YajtIapAADQ9p8e6FpwmwevebhOQ+58vrVyRgS9eZmtdo4cKrJn/ZRlHV0XAAC5/6S0smf4CqN6SefLclaP6951l7T36s8JAOC3+iOpOb2/3ZnrzucEAHAN94H+QEvDOox/BgAYQ4A+yPf392nDLJbqmodo4RkAYJzX9/f3fx7l3XOnitq05d0sWnfiWPq7t5yWWqDcOm1rmlF34UjWYU9dwjMAwFivaZp+mlMBAADTNBnCAQAAEQEaAAACAjQAAAQEaAAACAjQAAAQEKBDrfs7v9/vmeYu7taWO7UHAKAkQAd67qn8tPst3y2sLj1FEQDgTgToTiMfSPL19fW4oH0mIRoAuDMpbqCewFc+aXDpvfkTCNemm0unKd+vHSD0lrPW5p4nUgIAPIUe6EF6A2HP8I/a487L9+Y92ek0ZS/4Uq94bzmtNgMAfBLdfwMc0ZvaKisNqGf09OpNBgB+A4nn5mqh9M5h9c5tAwDYyxAOAAAICNCd7jy2t+feyaOmOYMLDAGAO3tN0/RzdSOepOduFfM7UrTuarF2Z4xagBxxF47atHvv5pG0ea0+4RkAuCsBmksIygDAUxnCwemEZwDgySQYDpcMJwEAuDtDOAAAIGAIBwAABARoAAAIfK3d9/fqcaprt1cbXUbrwrYRbUl8f3+ftv5H1XW3cgAAjvDXPKh8fX3dKrjsbUsZivc8JOTM9XLmw0xG1XW3cgAAjrI4hONOIXqU1jLd7eABAIB7+iMxvk+fb30iXdnbW5umNSTiiJ7II4dnjLhVW1lG79MMt0zTW1dLTzmt5Si3hz3tAQA42muapp/W45h7QlFPgO6dbilY7Q12rfl76uldpt7ytrRly2eRtn2L3jHk6fYBAHA3/0kpSz2BZxsVoPaE763uMnb5vezzi/GuDqTzNs1fAwB4mj8SjFCz3ZnrrmdM9zyw3uFzveKgBgBgNPeB/mDzsexXn1ko23CH9gAAbCFAH6QcrnBkOeU0taESaTlpO9amnfc8j2gPAMBVXt/f3z/zF3ruVFGbtgxtey94WyunJbmIsGfa3gste+tsWRsrPOIuHL11ldP0rsc9FzAaJw0A3Nlrmqaf5lQAAMA0TYZwAABARIAGAICAAA0AAAEBGgAAAgI0j9K6ZR+cwXYI8Lu5R9iDzR/V/Ul17dFz68Qt5a3Nf5fb7vXcLrD1CPhyntr7d9X7WYy6dSMAv5Me6Ic6s7frN/es9YSnJwWseVvnD7WZKx96c6enWbb0fhat6Tw1E4A1AjSn2nuqeyn4PCnA3pH1l7MdAvxufvEHGfF0wNqp9rVT6z1P87u6rtHKXtQtzmzznYdDvIfmlOv0faDzfn3P8JfWEyhHbKtb2rXXiO0QgGfSAz1Azynvnmnmr61N0zoNf7e65mrDBkZ7B8Cldpw5ROHOwyF6xkMffXFcuq0u/b21vjXCMQBr7BkOcoed7hkhbVRv5WitC+LWXv8tei8qLD/fK+1pg4sCARjFnuSDnRUU5iH6zHr3eko7j9R7keTeED162/DZAXAlQzgYond4gvvlrtuzflpDh85owyc5a7gRAM8jQB/kzBDSU9eo9rQeIHGnMb6JTwmNS2OXrw6BT70l3KdsEwCM95qm6efqRnyCEXfhmE9Tu3CqVt7d6zpL74NUettcTrdlmmT9jAq9vXdMabWjZ9qkHVs+i94290xbbsc92/zVByAA3I8ADTchsAHAMwjQAAAQMAYaAAACAjQAAAQEaAAACAjQAAAQ+Op5lO9V1m6dNrqM1h0QRrQlceajk9fqGn2LulHLdZdHSwMAv89f8xBytydvjb4X7p6HIpy5Xs58eEPrqYHT9P/tYu96HLVcHm4BAFxpcQjHnUL0KK1lutvBwx1YJwAAf/ojHb1PjadPU0ueODZ/Alg5zVp9ex05PGPEUIeyjN6nyW2ZpreudJq1+dbKaS1ruc3saQ8AwB6vaZp+eh9/mwTmnkDUU/ao0Naaf0+ATAJhj/Txwuk67a1ry3R7yti6DQEAnOk/CWSpl+9so8LRnvC91V3GLr+XfX6h3ZHBd5R5u+evAQDcyR/pRGDZ7sx11zOmex5G9w5NOWvZrjjwAQBIuA/0B9t754wrguy8nVefDQEAWCJAH6QcinBkOeU0tWEQaTnpNMkyL01b3jZvVJsBAEZ6fX9//8xf2PNAjTK07b3gba2cluQiwp5pey+07K2zZW0c8Ii7cPTUlT5kJ7kQs1ZX7wWDxkkDAFd5TdP005wKAACYpskQDgAAiAjQAAAQEKABACAgQAMAQECA5lFat+wDrud7Cnw6AfrB7vLo8Dup7aiP3IG/y957z+recj7Vmct+l+/O/DMfsfyjlqunnN+8rQII0A91lwBwV2c90bB2X/Mt3M/6HHf57pQPDtq7DZ0dnkfXC/Ak9ticau/jwecP1pm/tlbXWZbaVr5P3W9bP5+8vMn3FOCJPEhlkBFPB5yHy/TpgHeua2nao3amrdDc+4TMtL7WfL1PTlwrb8RnulROz1MeW08MrZXVq7V+RtQ1cnvu/Sxa5SyVecRy9TzpM2mzcAz8dgL0AHsfWZ7Ot/b6Xes6y1IgWPv/pfnSut56Q/SWEDX6M+0po2b0QUhr/tF17d2ek/akB1h7vjPpZ32HNgM8lV++g9xhp3LGEIZ3mPr+/v53me+w7NN0fDtqQfJIIz7T3jJqBx6j29PbjjO3sdZQnJHtOWsbmrd7/hoAOb+eH+ysnWO5Y7ZTPs7edTvyoscR7UnqOXMba5U/qj1nf2euOOgD+ETuwsEQvXcRKHvAoNeIO1WMtLc9VwTZkXfPmC8/wG8jQB/kzKDYU9eo9pTl1E4J3yHgfLq7HYwc1Z4jt7Et352t7dn7PU3W79K088A+os132/4AzuQiwkFGXLk/n6bnIrC1sYx3q+ssvRdG1Xb8R11E2DNta5pRn2n5Wa7Ns3bx5cjPfcSyb63viLtw9NTVGmddK6d3O9tzkWPPOGlDQYDfTICGSRgAAPoZwsGvJzwDAAmJgV/nTkNOAIDnMYQDAAAChnAAAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAIfH1/f7cn+vo6oSkAAHB/eqABACDwmqbp5+pGAADAU+iBBgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACAgQAMAQECABgCAgAANAAABARoAAAICNAAABARoAAAICNAAABAQoAEAICBAAwBAQIAGAICAAA0AAAEBGgAAAgI0AAAEBGgAAAgI0AAAEBCgAQAgIEADAEBAgAYAgIAADQAAAQEaAAACAjQAAAQEaAAACAjQAAAQEKABACDw9fPzc3UbAADgMfRAw4rX63V1E1Zp3z7at4/27aN9+2gfV/q6ugHwBK/pfj+EP5OzRwBwBT3QAAAQEKABACAgQAMAQECABgCAwH8uIpxfMfq+vd3SVaQ/Pz9/vD6f/shb49Xak8y/Nv3R7b+bteV9r+vftD42e03Tldf0/fPPP9Pff//9x9/p60e38a2sa6k9c7X3Rra5Vu7S67X2nbEeAbjevwG6DFLvv9eC8dL0RyvruMNtYmrL/vQwvnSgxIJ3eL5ZiL6TtcBeC/VnBv8tBxpnH4AAcB/VIRxnB78tQe3pAZUPMA/N7xBdvn9T717Usjf1DEs9tu/AuqWc0WrlCskATNODx0Av9Zi//y3D+Pu13pC+NP1SmWv1pu1Zm35LO5P1MGL9pOXMp0vWz9Lfo5ZruFfx78HSALrUwwoAtO16kMrSmOk9ZfSOuZ0Hr9owkvf/14L2mmRoylIda6/3tLmn3i3l1KZPlrdW71p7aubzbS1nZHuGu8GwjidbGntcHiSMCv9byj1qLDYA97crQNdCYlrGNGUBpycIPnFoR9rm2sFA66LAvVoXls7Hzh9trd7Tep7Xqjl5M9zSC321Wnt7hlGM7EFPy9WDD/B77X6U94gQzTZ77j6yJ1zW6j3rTiy99Z7Whnk1Nx7zfFdrd9+4OyEa4HeqjoFOAtaIuzX0hp073BVirQ21945ud1L+yLYsjWM++u4dtbHRa/VePg76RE8Ic1uD8lEBu7fcpem2XPwIwLP92wNdho89vXdlWBnZE5i2c0uYWyq/HCpQC25lD2j5+qj1vGc9lPPWylkaa16rd+ty1caOr5Xf+iz2tGeo+UWEF52gOWrM8FXtOHsM9N6x0SPbCMB9vH6MvYCqfy9K3NqVfGB4/pnuP3xK+/bRvn20bx/t2+fu7WOfx97GDh7BbycAfJz/AWffo2nvemdcAAAAAElFTkSuQmCC)  
Success!

Firstly let's add some test code to find all files in '/' and print their contents:

*main.c*

// list the contents of /  
int i = 0;  
struct dirent \*node = 0;  
while ( (node = readdir\_fs(fs\_root, i)) != 0)  
{  
  monitor\_write("Found file ");  
  monitor\_write(node->name);  
  fs\_node\_t \*fsnode = finddir\_fs(fs\_root, node->name);  
  
  if ((fsnode->flags&0x7) == FS\_DIRECTORY)  
    monitor\_write("\n\t(directory)\n");  
  else  
  {  
    monitor\_write("\n\t contents: \"");  
    char buf[256];  
    u32int sz = read\_fs(fsnode, 0, 256, buf);  
    int j;  
    for (j = 0; j < sz; j++)  
      monitor\_put(buf[j]);  
  
    monitor\_write("\"\n");  
  }  
  i++;  
}

Make a couple of test files, and build!

./make\_initrd test.txt test.txt test2.txt test2.txt  
cd src  
make clean  
make  
cd ..  
./update\_image.sh  
./run\_bochs.sh

The code for this tutorial can be found [here](http://www.jamesmolloy.co.uk/downloads/the_vfs_and_initrd.tar.gz).
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# 9. Multitasking

Eventually most people want to have their OS run two things (seemingly) at once. This is called multitasking, and is in my opinion one of the final hurdles before you can call your project an 'operating system' or 'kernel'.

## 9.1. Tasking theory

Firstly a quick recap; A CPU (with one core) cannot run multiple tasks simultaneously. Instead we rely on switching tasks quickly enough that it seems to an observer that they are all running at the same time. Each task gets given a "timeslice" or a "time to live" in which to use the CPU and memory. That timeslice is normally ended by a timer interrupt which calls the scheduler.

*It should be noted that in more advanced operating systems a process' timeslice will normally also be terminated when it performs a synchronous I/O operation, and in such operating systems (all but the most trivial) this is the normal case.*

When the scheduler is called, it saves the stack and base pointers in a task structure, restores the stack and base pointers of the process to switch to, switches address spaces, and jumps to the instruction that the new task left off at the last time it was swapped.

This relies on several things:

1. *All the general purpose registers are already saved.* This happens in the IRQ handler, so is automatic.
2. *The task switch code can be run seamlessly when changing address spaces.* The task switch code should be able to change address spaces and then continue executing as if nothing happened. This means that the kernel code must be mapped in at the same place in all address spaces.

### 9.1.1. Some notes about address spaces
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Address space layout

A lot of the complication in implementing multitasking is not just the context switching - a new address space must be created for each task. The complication is that some parts of the address space must be copied, and others must be linked. That is, two pages point to the same frame in physical memory. Take the example layout on the right - The picture shows two virtual address spaces and how areas are mapped to an example physical RAM layout.

The stack is indicative of most areas in a virtual address space: it is copied when a new process is forked, so that if the new process changes data the old process doesn't see the change. When we load executables, this will also be the case for the executable code and data.

The kernel code and heap areas are slightly different - both areas in both virtual memory spaces map to the same two areas of physical memory. Firstly there is no point in copying the kernel code as it will never change, and secondly it is important that the kernel heap is consistent in all address spaces - if task 1 does a system call and causes some data to be changed the kernel must be able to pick that up in task 2's address space.

## 9.2. Cloning an address space

So, as mentioned above, one of the most complex things we need to do is to create a copy of an address space - so let's get that over with first.

### 9.2.1. Cloning a directory

First off we need to create a new directory. We use our kmalloc\_ap function to obtain an address aligned on a page boundary and to also retrieve the physical address. We then have to ensure that it is completely blank (each entry is initially zero).

page\_directory\_t \*clone\_directory(page\_directory\_t \*src)  
{  
   u32int phys;  
   // Make a new page directory and obtain its physical address.  
   page\_directory\_t \*dir = (page\_directory\_t\*)kmalloc\_ap(sizeof(page\_directory\_t), &phys);  
   // Ensure that it is blank.  
   memset(dir, 0, sizeof(page\_directory\_t));

We now have a new page directory, and the physical address at which it is located. However, for loading into the CR3 register, we need the physical address of the *tablesPhysical* member (remember that the physical address of a directory's page tables are held in *tablesPhysical*. See chapter 6). In order to do this, we perform a simple calculation. We get the offset of the *tablesPhysical* member from the start of the page\_directory\_t struct, then add that to the obtained physical address.

   // Get the offset of tablesPhysical from the start of the page\_directory\_t structure.  
   u32int offset = (u32int)dir->tablesPhysical - (u32int)dir;  
  
   // Then the physical address of dir->tablesPhysical is:  
   dir->physicalAddr = phys + offset;

Now we're ready to copy each page table. If the page table is zero, we don't need to bother copying anything.

   int i;  
   for (i = 0; i < 1024; i++)  
   {  
       if (!src->tables[i])  
           continue;

Now we need a method of working out whether we should *link* a page table or *copy* it. Remember that we want to link the kernel code and heap, and copy everything else. Luckily, we already have a very simple method of finding out. The global variable *kernel\_directory* is the first page directory we create. We identity map the kernel code and data, and map in the kernel heap all in this directory. Up until now, we've finished off the *initialise\_paging* function with this:

current\_directory == kernel\_directory;

But, if instead we set current\_directory to a *clone* of the kernel\_directory, kernel\_directory will remain constant, just containing the kernel code/data and the kernel heap. All modifications will be made to the clone, and not the original. This means that in our *clone* function we can compare page tables with the kernel\_directory. If a page table in the directory we are cloning is *also in the kernel\_directory*, we can assume that that page table should be linked. If not, it should be copied. Simple!

        if (kernel\_directory->tables[i] == src->tables[i])  
        {  
           // It's in the kernel, so just use the same pointer.  
           dir->tables[i] = src->tables[i];  
           dir->tablesPhysical[i] = src->tablesPhysical[i];  
        }  
        else  
        {  
           // Copy the table.  
           u32int phys;  
           dir->tables[i] = clone\_table(src->tables[i], &phys);  
           dir->tablesPhysical[i] = phys | 0x07;  
        }

Let's quickly go through that code segment. If the current page table is the same in the kernel directory and in the current directory, we link it - that is, in the new directory, we set the page table pointer to be the same as in the source directory. We also copy the physical address of this page table (very important - this is the address that matters to the processor). If, instead, we need to copy the table, we use an (as yet) undefined function called *clone\_table*, which returns a virtual pointer to a page table, and stores its physical address in a passed-in argument. When setting the tablesPhysical pointer, we bitwise-OR the physical address with 0x07, which means "Present, Read-write, user-mode".

Let's just quickly end this function, then we can go on to define *clone\_table*.

   }  
   return dir;

}

### 9.2.2. Cloning a table

To clone a page table, we have to do something similar to above, with some changes. We never have to choose whether to copy or link table entries - we always copy. We also have to copy the data in the page table entries.

static page\_table\_t \*clone\_table(page\_table\_t \*src, u32int \*physAddr)  
{  
   // Make a new page table, which is page aligned.  
   page\_table\_t \*table = (page\_table\_t\*)kmalloc\_ap(sizeof(page\_table\_t), physAddr);  
   // Ensure that the new table is blank.  
   memset(table, 0, sizeof(page\_directory\_t));  
  
   // For every entry in the table...  
   int i;  
   for (i = 0; i < 1024; i++)  
   {  
     if (!src->pages[i].frame)  
       continue;

The preamble for this function is exactly the same as in *clone\_directory*.

So, for every page table entry in the table, we need to:

* Allocate ourselves a new frame to hold the copied data.
* Copy the flags - read/write, present, user-mode etc.
* Physically copy the data.

       // Get a new frame.  
       alloc\_frame(&table->pages[i], 0, 0);  
       // Clone the flags from source to destination.  
       if (src->pages[i].present) table->pages[i].present = 1;  
       if (src->pages[i].rw)      table->pages[i].rw = 1;  
       if (src->pages[i].user)    table->pages[i].user = 1;  
       if (src->pages[i].accessed)table->pages[i].accessed = 1;  
       if (src->pages[i].dirty)   table->pages[i].dirty = 1;  
       // Physically copy the data across. This function is in process.s.  
       copy\_page\_physical(src->pages[i].frame\*0x1000, table->pages[i].frame\*0x1000);

All fairly simple. We use a function which (again) is as yet undefined, called copy\_page\_physical. We'll define that in a second, just after we end this function.

   }  
   return table;  
}

### 9.2.3. Copying a physical frame

*copy\_page\_physical* is really a misnomer. What we actually want to do is copy the contents of one *frame* into another *frame*. This, unfortunately, involves disabling paging (so we can access all of physical RAM), so we write this as a pure assembler function. This should go in a file called 'process.s'.

[GLOBAL copy\_page\_physical]  
copy\_page\_physical:  
   push ebx              ; According to \_\_cdecl, we must preserve the contents of EBX.  
   pushf                 ; push EFLAGS, so we can pop it and reenable interrupts  
                         ; later, if they were enabled anyway.  
   cli                   ; Disable interrupts, so we aren't interrupted.  
                         ; Load these in BEFORE we disable paging!  
   mov ebx, [esp+12]     ; Source address  
   mov ecx, [esp+16]     ; Destination address  
  
   mov edx, cr0          ; Get the control register...  
   and edx, 0x7fffffff   ; and...  
   mov cr0, edx          ; Disable paging.  
  
   mov edx, 1024         ; 1024\*4bytes = 4096 bytes to copy  
  
.loop:  
   mov eax, [ebx]        ; Get the word at the source address  
   mov [ecx], eax        ; Store it at the dest address  
   add ebx, 4            ; Source address += sizeof(word)  
   add ecx, 4            ; Dest address += sizeof(word)  
   dec edx               ; One less word to do  
   jnz .loop  
  
   mov edx, cr0          ; Get the control register again  
   or  edx, 0x80000000   ; and...  
   mov cr0, edx          ; Enable paging.  
  
   popf                  ; Pop EFLAGS back.  
   pop ebx               ; Get the original value of EBX back.  
   ret

Hopefully the comments should make it clear what is happening. Anyway, that's a directory successfully cloned! We should now add a call to this in *initialise\_paging*, as mentioned above.

void initialise\_paging()  
{  
   // The size of physical memory. For the moment we  
   // assume it is 16MB big.  
   u32int mem\_end\_page = 0x1000000;  
  
   nframes = mem\_end\_page / 0x1000;  
   frames = (u32int\*)kmalloc(INDEX\_FROM\_BIT(nframes));  
   memset(frames, 0, INDEX\_FROM\_BIT(nframes));  
  
   // Let's make a page directory.  
   u32int phys; // \*\*\*\*\*\*\*\*\*\* ADDED \*\*\*\*\*\*\*\*\*\*\*  
   kernel\_directory = (page\_directory\_t\*)kmalloc\_a(sizeof(page\_directory\_t));  
   memset(kernel\_directory, 0, sizeof(page\_directory\_t));  
   // \*\*\*\*\*\*\*\*\*\*\* MODIFIED \*\*\*\*\*\*\*\*\*\*\*\*  
   kernel\_directory->physicalAddr = (u32int)kernel\_directory->tablesPhysical;  
  
   // Map some pages in the kernel heap area.  
   // Here we call get\_page but not alloc\_frame. This causes page\_table\_t's  
   // to be created where necessary. We can't allocate frames yet because they  
   // they need to be identity mapped first below, and yet we can't increase  
   // placement\_address between identity mapping and enabling the heap!  
   int i = 0;  
   for (i = KHEAP\_START; i < KHEAP\_END; i += 0x1000)  
       get\_page(i, 1, kernel\_directory);  
  
   // We need to identity map (phys addr = virt addr) from  
   // 0x0 to the end of used memory, so we can access this  
   // transparently, as if paging wasn't enabled.  
   // NOTE that we use a while loop here deliberately.  
   // inside the loop body we actually change placement\_address  
   // by calling kmalloc(). A while loop causes this to be  
   // computed on-the-fly rather than once at the start.  
   // Allocate a lil' bit extra so the kernel heap can be  
   // initialised properly.  
   i = 0;  
   while (i < placement\_address+0x1000)  
   {  
       // Kernel code is readable but not writeable from userspace.  
       alloc\_frame( get\_page(i, 1, kernel\_directory), 0, 0);  
       i += 0x1000;  
   }  
  
   // Now allocate those pages we mapped earlier.  
   for (i = KHEAP\_START; i < KHEAP\_START+KHEAP\_INITIAL\_SIZE; i += 0x1000)  
       alloc\_frame( get\_page(i, 1, kernel\_directory), 0, 0);  
  
   // Before we enable paging, we must register our page fault handler.  
   register\_interrupt\_handler(14, page\_fault);  
  
   // Now, enable paging!  
   switch\_page\_directory(kernel\_directory);  
  
   // Initialise the kernel heap.  
   kheap = create\_heap(KHEAP\_START, KHEAP\_START+KHEAP\_INITIAL\_SIZE, 0xCFFFF000, 0, 0);  
  
   // \*\*\*\*\*\*\*\* ADDED \*\*\*\*\*\*\*\*\*  
   current\_directory = clone\_directory(kernel\_directory);  
   switch\_page\_directory(current\_directory);  
}  
  
void switch\_page\_directory(page\_directory\_t \*dir)  
{  
   current\_directory = dir;  
   asm volatile("mov %0, %%cr3":: "r"(dir->physicalAddr)); // \*\*\*\*\*\*\*\* MODIFIED \*\*\*\*\*\*\*\*\*  
   u32int cr0;  
   asm volatile("mov %%cr0, %0": "=r"(cr0));  
   cr0 |= 0x80000000; // Enable paging!  
   asm volatile("mov %0, %%cr0":: "r"(cr0));  
}

(It should be noted that a function prototype for *clone\_directory* should be put in the 'paging.h' header file.)

## 9.3. Creating a new stack

Currently, we have been using an undefined stack. What does that mean? well, GRUB leaves us, stack-wise, in an undefined state. The stack pointer could be anywhere. In all practical situations, GRUB's default stack location is large enough for our startup code to run without problems. However, it is in lower memory (somewhere around 0x7000 physical), which causes us problems as it'll be 'linked' instead of 'copied' when a page directory is changed (because the area from 0x0 - approx 0x150000 is mapped in the kernel\_directory). So, we really need to move the stack.

Moving the stack is not particularly difficult. We just memcpy() the data in the old stack over to where the new stack should be. However, there is a problem. When a new stack frame is created (for example, when entering a function) the EBP register is pushed onto the stack. This base pointer is used by the compiler to work out how to reference local variables. If we plainly copy the stack over, these pushed EBP values will point to locations on the *old* stack, not the new one! So we need to change them manually.

Unfortunately, first, we need to know exactly where the current stack starts! To do this, we have to add an instruction right at the start, in boot.s:

 ; Add this just before "push ebx".  
 push esp

This passes another parameter to main() - the initial stack pointer. We need to modify main() to take this extra parameter also:

u32int initial\_esp; // New global variable.

int main(struct multiboot \*mboot\_ptr, u32int initial\_stack)  
{  
   initial\_esp = initial\_stack;

Good. Now we have what we need to start moving the stack. The following function should be in a new file, "task.c".

void move\_stack(void \*new\_stack\_start, u32int size)  
{  
  u32int i;  
  // Allocate some space for the new stack.  
  for( i = (u32int)new\_stack\_start;  
       i >= ((u32int)new\_stack\_start-size);  
       i -= 0x1000)  
  {  
    // General-purpose stack is in user-mode.  
    alloc\_frame( get\_page(i, 1, current\_directory), 0 /\* User mode \*/, 1 /\* Is writable \*/ );  
  }

Now, we've changed a page table. So we need to inform the processor that a mapping has changed. This is called "Flushing the TLB (translation lookaside buffer)". It can be done partially, using the "invlpg" instruction, or fully, by simply writing to cr3. We choose the simpler latter option.

  // Flush the TLB by reading and writing the page directory address again.  
  u32int pd\_addr;  
  asm volatile("mov %%cr3, %0" : "=r" (pd\_addr));  
  asm volatile("mov %0, %%cr3" : : "r" (pd\_addr));

Next, we read the current stack and base pointers, and calculate an offset to get from an address on the old stack to an address on the new stack, and use it to calculate the new stack/base pointers.

 // Old ESP and EBP, read from registers.  
 u32int old\_stack\_pointer; asm volatile("mov %%esp, %0" : "=r" (old\_stack\_pointer));  
 u32int old\_base\_pointer;  asm volatile("mov %%ebp, %0" : "=r" (old\_base\_pointer));

 u32int offset            = (u32int)new\_stack\_start - initial\_esp;

 u32int new\_stack\_pointer = old\_stack\_pointer + offset;  
 u32int new\_base\_pointer  = old\_base\_pointer  + offset;

Great. Now we can actually copy the stack.

// Copy the stack.  
memcpy((void\*)new\_stack\_pointer, (void\*)old\_stack\_pointer, initial\_esp-old\_stack\_pointer);

Now we try and go through the new stack, looking for base pointers to change. Here we use an algorithm which is not fool-proof. We assume that any value on the stack which is in the range of the stack (old\_stack\_pointer < x < initial\_esp) is a pushed EBP. This will, unfortunately, completely trash any value which isn't an EBP but just happens to be in this range. Oh well, these things happen.

// Backtrace through the original stack, copying new values into  
// the new stack.  
for(i = (u32int)new\_stack\_start; i > (u32int)new\_stack\_start-size; i -= 4)  
{  
   u32int tmp = \* (u32int\*)i;  
   // If the value of tmp is inside the range of the old stack, assume it is a base pointer  
   // and remap it. This will unfortunately remap ANY value in this range, whether they are  
   // base pointers or not.  
   if (( old\_stack\_pointer < tmp) && (tmp < initial\_esp))  
   {  
     tmp = tmp + offset;  
     u32int \*tmp2 = (u32int\*)i;  
     \*tmp2 = tmp;  
   }  
}

Lastly we just need to actually change the stack and base pointers.

  // Change stacks.  
  asm volatile("mov %0, %%esp" : : "r" (new\_stack\_pointer));  
  asm volatile("mov %0, %%ebp" : : "r" (new\_base\_pointer));  
}

## 9.4. Actual multitasking code

Now that we've got the necessary support functions written, we can actually start writing some tasking code.

Firstly in task.h, we'll need some definitions.

//  
// task.h - Defines the structures and prototypes needed to multitask.  
// Written for JamesM's kernel development tutorials.  
//  
  
#ifndef TASK\_H  
#define TASK\_H  
  
#include "common.h"  
#include "paging.h"  
  
// This structure defines a 'task' - a process.  
typedef struct task  
{  
   int id;                // Process ID.  
   u32int esp, ebp;       // Stack and base pointers.  
   u32int eip;            // Instruction pointer.  
   page\_directory\_t \*page\_directory; // Page directory.  
   struct task \*next;     // The next task in a linked list.  
} task\_t;  
  
// Initialises the tasking system.  
void initialise\_tasking();  
  
// Called by the timer hook, this changes the running process.  
void task\_switch();  
  
// Forks the current process, spawning a new one with a different  
// memory space.  
int fork();  
  
// Causes the current process' stack to be forcibly moved to a new location.  
void move\_stack(void \*new\_stack\_start, u32int size);  
  
// Returns the pid of the current process.  
int getpid();  
  
#endif

We define a task structure, which contains a task ID (known as a PID), some saved registers, a pointer to a page directory, and the next task in the list (this is a singly linked list).

In task.c, we'll need some global variables, and we have a small initialise\_tasking function that just creates one, blank, task.

//  
// task.c - Implements the functionality needed to multitask.  
// Written for JamesM's kernel development tutorials.  
//  
  
#include "task.h"  
#include "paging.h"  
  
// The currently running task.  
volatile task\_t \*current\_task;  
  
// The start of the task linked list.  
volatile task\_t \*ready\_queue;  
  
// Some externs are needed to access members in paging.c...  
extern page\_directory\_t \*kernel\_directory;  
extern page\_directory\_t \*current\_directory;  
extern void alloc\_frame(page\_t\*,int,int);  
extern u32int initial\_esp;  
extern u32int read\_eip();  
  
// The next available process ID.  
u32int next\_pid = 1;  
  
void initialise\_tasking()  
{

   asm volatile("cli");  
  
   // Relocate the stack so we know where it is.  
   move\_stack((void\*)0xE0000000, 0x2000);  
  
   // Initialise the first task (kernel task)  
   current\_task = ready\_queue = (task\_t\*)kmalloc(sizeof(task\_t));  
   current\_task->id = next\_pid++;  
   current\_task->esp = current\_task->ebp = 0;  
   current\_task->eip = 0;  
   current\_task->page\_directory = current\_directory;  
   current\_task->next = 0;  
  
   // Reenable interrupts.  
   asm volatile("sti");  
}

Right. We only have two more functions to write - fork(), and switch\_task(). Fork() is a UNIX function to create a new process. It clones the address space and starts the new process running at the same place as the original process is currently at.

int fork()  
{  
   // We are modifying kernel structures, and so cannot be interrupted.  
   asm volatile("cli");  
  
   // Take a pointer to this process' task struct for later reference.  
   task\_t \*parent\_task = (task\_t\*)current\_task;  
  
   // Clone the address space.  
   page\_directory\_t \*directory = clone\_directory(current\_directory);

So firstly we disable interrupts, because we're changing kernel structures and could cause problems if we're interrupted half way through. We then clone the current page directory.

   // Create a new process.  
   task\_t \*new\_task = (task\_t\*)kmalloc(sizeof(task\_t));  
   new\_task->id = next\_pid++;  
   new\_task->esp = new\_task->ebp = 0;  
   new\_task->eip = 0;  
   new\_task->page\_directory = directory;  
   new\_task->next = 0;  
  
   // Add it to the end of the ready queue.  
   // Find the end of the ready queue...  
   task\_t \*tmp\_task = (task\_t\*)ready\_queue;  
   while (tmp\_task->next)  
       tmp\_task = tmp\_task->next;  
   // ...And extend it.  
   tmp\_task->next = new\_task;

Here we create a new process, just like in *initialise\_tasking*. We add it to the end of the ready queue (the queue of tasks that are ready to run). If you don't understand this code, I suggest you look up a tutorial on working with Singly Linked Lists.

We have to tell the task where it should start executing. For this, we need to read the current instruction pointer. We need a quick read\_eip() function to do this - this is in process.s:

[GLOBAL read\_eip]  
read\_eip:  
  pop eax  
  jmp eax

This is a rather clever way of reading the current instruction pointer. When read\_eip is called, the current instruction location is pushed onto the stack. Normally, we use "ret" to return from a function. This instruction pops the value from the stack and jumps to it. Here, however, we pop the value ourselves, into EAX (remember that EAX is the 'return value' register for the \_\_cdecl calling convention), then jump to it.

// This will be the entry point for the new process.  
u32int eip = read\_eip();

Important to note is that because (later) we set the new task's starting address to "eip", after the call to read\_eip we could be in one of two states.

1. We just called read\_eip, and are the parent task.
2. We are the child task, and just started executing.

To try and distinguish between the two cases, we check if "current\_task == parent\_task". In switch\_task(), we will add code which updates "current\_task" to always point to the currently running task. So, if we are the child task, current\_task will not be the same as parent\_task, else, it will.

   // We could be the parent or the child here - check.  
   if (current\_task == parent\_task)  
   {  
       // We are the parent, so set up the esp/ebp/eip for our child.  
       u32int esp; asm volatile("mov %%esp, %0" : "=r"(esp));  
       u32int ebp; asm volatile("mov %%ebp, %0" : "=r"(ebp));  
       new\_task->esp = esp;  
       new\_task->ebp = ebp;  
       new\_task->eip = eip;  
       // All finished: Reenable interrupts.  
       asm volatile("sti");

       return new\_task->id;  
   }  
   else  
   {  
       // We are the child - by convention return 0.  
       return 0;  
   }  
}

Let's just run through that code. If we are the parent task, we read the current stack pointer and base pointer values and store them into the new task's task\_struct. We also store the instruction pointer we found earlier in there, and reenable interrupts (because we've finished). Fork(), by convention, returns the PID of the child task if we are the parent, or zero if we are the child.

### 9.4.1. Switching tasks

Firstly we need to get the timer callback to call our scheduling function.

*In timer.c*

static void timer\_callback(registers\_t regs)  
{  
   tick++;  
   switch\_task();  
}

Now we just need to write it! ;)

void switch\_task()  
{  
   // If we haven't initialised tasking yet, just return.  
   if (!current\_task)  
       return;

Because this function will be called whenever the timer fires, it is very possible that it will be called before *initialise\_tasking* has been called. So we check that here - if the current task is NULL, we haven't set up tasking yet, so just return.

Next, lets just quickly grab the stack and base pointers - we'll need them in a minute.

// Read esp, ebp now for saving later on.  
u32int esp, ebp, eip;  
asm volatile("mov %%esp, %0" : "=r"(esp));  
asm volatile("mov %%ebp, %0" : "=r"(ebp));

Now it's time for some cunning logic. *Make sure you understand this piece of code. It's very important*. We read the instruction pointer, using our read\_eip function again. We'll put this value into the current task's "eip" field, so the next time it is scheduled, it picks up again at exactly the same location. However, just like in fork(), after the call we could be in one of two states:

1. We just called read\_eip, and it returned us the current instruction pointer.
2. We just switched tasks, and execution started just after the read\_eip function.

How do we distinguish between the two? Well, we can cheat. When we actually do the assembly to switch tasks (in a minute), we can plant a dummy value (I've used 0x12345) into EAX. Because C uses EAX as the return value of a function, in the second case the return value of read\_eip will *seem* to be 0x12345! So we can use that to distinguish between them.

   // Read the instruction pointer. We do some cunning logic here:  
   // One of two things could have happened when this function exits -  
   // (a) We called the function and it returned the EIP as requested.  
   // (b) We have just switched tasks, and because the saved EIP is essentially  
   // the instruction after read\_eip(), it will seem as if read\_eip has just  
   // returned.  
   // In the second case we need to return immediately. To detect it we put a dummy  
   // value in EAX further down at the end of this function. As C returns values in EAX,  
   // it will look like the return value is this dummy value! (0x12345).  
   eip = read\_eip();  
  
   // Have we just switched tasks?  
   if (eip == 0x12345)  
       return;

Next, we write the new ESP, EBP and EIP into the current task's task struct.

   // No, we didn't switch tasks. Let's save some register values and switch.  
   current\_task->eip = eip;  
   current\_task->esp = esp;  
   current\_task->ebp = ebp;

Then, we switch tasks! Advance through the current\_task listed list. If we fall off the end (if current\_task ends up being zero, we just start again).

   // Get the next task to run.  
   current\_task = current\_task->next;  
   // If we fell off the end of the linked list start again at the beginning.  
   if (!current\_task) current\_task = ready\_queue;

   esp = current\_task->esp;  
   ebp = current\_task->ebp;

The last three lines are just to make the assembly that follows a bit easier to understand.

The comments in this function really should explain everything. We change all the registers we need, then jump to the new instruction location.

   // Here we:  
   // \* Stop interrupts so we don't get interrupted.  
   // \* Temporarily put the new EIP location in ECX.  
   // \* Load the stack and base pointers from the new task struct.  
   // \* Change page directory to the physical address (physicalAddr) of the new directory.  
   // \* Put a dummy value (0x12345) in EAX so that above we can recognise that we've just  
   // switched task.  
   // \* Restart interrupts. The STI instruction has a delay - it doesn't take effect until after  
   // the next instruction.  
   // \* Jump to the location in ECX (remember we put the new EIP in there).  
   asm volatile("         \   
     cli;                 \   
     mov %0, %%ecx;       \   
     mov %1, %%esp;       \   
     mov %2, %%ebp;       \   
     mov %3, %%cr3;       \   
     mov $0x12345, %%eax; \   
     sti;                 \   
     jmp \*%%ecx           "  
                : : "r"(eip), "r"(esp), "r"(ebp), "r"(current\_directory->physicalAddr));  
}

Sorted! That's us finished! Let's test it out!

## 9.5. Testing

Let's change our main() function:

int main(struct multiboot \*mboot\_ptr, u32int initial\_stack)  
{  
   initial\_esp = initial\_stack;  
   // Initialise all the ISRs and segmentation  
   init\_descriptor\_tables();  
   // Initialise the screen (by clearing it)  
   monitor\_clear();  
   // Initialise the PIT to 100Hz  
   asm volatile("sti");  
   init\_timer(50);  
  
   // Find the location of our initial ramdisk.  
   ASSERT(mboot\_ptr->mods\_count > 0);  
   u32int initrd\_location = \*((u32int\*)mboot\_ptr->mods\_addr);  
   u32int initrd\_end = \*(u32int\*)(mboot\_ptr->mods\_addr+4);  
   // Don't trample our module with placement accesses, please!  
   placement\_address = initrd\_end;  
  
   // Start paging.  
   initialise\_paging();  
  
   // Start multitasking.  
   initialise\_tasking();  
  
   // Initialise the initial ramdisk, and set it as the filesystem root.  
   fs\_root = initialise\_initrd(initrd\_location);  
  
   // Create a new process in a new address space which is a clone of this.  
   int ret = fork();  
  
   monitor\_write("fork() returned ");  
   monitor\_write\_hex(ret);  
   monitor\_write(", and getpid() returned ");  
   monitor\_write\_hex(getpid());  
   monitor\_write("\n============================================================================\n");  
  
   // The next section of code is not reentrant so make sure we aren't interrupted during.  
   asm volatile("cli");  
   // list the contents of /  
   int i = 0;  
   struct dirent \*node = 0;  
   while ( (node = readdir\_fs(fs\_root, i)) != 0)  
   {  
       monitor\_write("Found file ");  
       monitor\_write(node->name);  
       fs\_node\_t \*fsnode = finddir\_fs(fs\_root, node->name);  
  
       if ((fsnode->flags&0x7) == FS\_DIRECTORY)  
       {  
           monitor\_write("\n\t(directory)\n");  
       }  
       else  
       {  
           monitor\_write("\n\t contents: \"");  
           char buf[256];  
           u32int sz = read\_fs(fsnode, 0, 256, buf);  
           int j;  
           for (j = 0; j < sz; j++)  
               monitor\_put(buf[j]);  
  
           monitor\_write("\"\n");  
       }  
       i++;  
   }  
   monitor\_write("\n");  
  
   asm volatile("sti");  
  
   return 0;  
}

## 9.6. Summary
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Success!

Multitasking is really one of the final hurdles to creating a "proper" kernel. Giving the user the appearance of being able to run multiple things concurrently is essential to any modern OS.

Full source code is available [here](http://www.gnu.org/software/grub/manual/multiboot/multiboot.html).
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# 10. User mode (and syscalls)
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The x86's protection system.

Your kernel, at the moment, is running with the processor in "kernel mode", or "supervisor mode". Kernel mode makes available certain instructions that would usually be denied a user program - like being able to disable interrupts, or halt the processor.

Once you start running user programs, you'll want to make the jump from kernel mode to user mode, to restrict what instructions are available. You can also restrict read or write access to areas of memory. This is often used to 'hide' the kernel's code and data from user programs.

## 10.1. Switching to user mode

The x86 is strange in that there is no direct way to switch to user mode. The only way one can reach **user mode** is to return from an **exception that *began* in user mode.** The only method of getting there in the first place is to set up the stack as if an exception in user mode had occurred, then executing an exception return instruction (IRET).

The IRET instruction expects, when executed, the stack to have the following contents (starting from the stack pointer - the lowermost address upwards):
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Stack prior to IRET.

* The instruction to continue execution at - the value of EIP.
* The code segment selector to change to.
* The value of the EFLAGS register to load.
* The stack pointer to load.
* The stack segment selector to change to.

The EIP, EFLAGS and ESP register values should be easy to work out, but the CS and SS values are slightly more difficult.

When we set up our GDT we set up 5 selectors - the NULL selector, a code segment selector for kernel mode, a data segment selector for kernel mode, a code segment selector for user mode, and a data segment selector for user mode.

They are all 8 bytes in size, so the selector indices are:

* 0x00: Null descriptor
* 0x08: Kernel code segment
* 0x10: Kernel data segment
* 0x18: User code segment
* 0x20: User data segment

We're currently using selectors 0x08 and 0x10 - for user mode we want to use selectors 0x18 and 0x20. However, it's not quite that straightforward. Because the selectors are all 8 bytes in size, the two least significant bits of the selector will always be zero. Intel use these two bits to represent the RPL - the *Requested Privilege Level*. These have currently been zero because we were operating in ring 0, but now that we want to move to ring three we must set them to '3'. If you wish to know more about the RPL and segmentation in general, you should read the intel manuals. There is far too much information for me to explain everything here.

So, this means that our code segment selector will be (0x18 | 0x3 = 0x1b), and our data segment selector will be (0x20 | 0x3 = 0x23).

### 10.1.1. task.c

This function should go in your task.c. We'll call it from main.c.

void switch\_to\_user\_mode()  
{  
   // Set up a stack structure for switching to user mode.  
   asm volatile("  \   
     cli; \   
     mov $0x23, %ax; \   
     mov %ax, %ds; \   
     mov %ax, %es; \   
     mov %ax, %fs; \   
     mov %ax, %gs; \   
                   \   
     mov %esp, %eax; \   
     pushl $0x23; \   
     pushl %eax; \   
     pushf; \   
     pushl $0x1B; \   
     push $1f; \   
     iret; \   
   1: \   
     ");  
}

This code firstly disables interrupts, as we're working on a critical section of code. It then sets the ds, es, fs and gs segment selectors to our user mode data selector - 0x23.

Our aim is to return from the switch\_to\_user\_mode() function in user mode, so to do that we need to not change the stack pointer. The next line saves the stack pointer in EAX, for reference later. We push our stack segment selector value (0x23), then push the value that we want the stack pointer to have after the IRET. This is the value of ESP before we changed anything on the stack (stored in EAX).

The pushf instruction pushes the current value of EFLAGS - we then push the CS selector value (0x1b).

The next statement is a little special, and can confuse some people who are not used to AS syntax. we push the value of $1f onto the stack. $1f means "the address of the next label '1:', searching forward". Read the GNU AS manual for more information, but numeric symbols are treated differently by it - you can have as many definitions of "1:", "2:" etc as you like.

After this we execute our IRET, and hopefully we should now be executing code at the "1:" line with the same stack, in user mode.

### 10.1.2. Something to watch out for

You may notice that we disabled interrupts before starting the mode switch. A problem now occurs - how do we re-enable interrupts? You'll find that executing *sti* in user mode will cause a general protection fault, however if we enable interrupts before we do our IRET, we may be interrupted at a bad time.

A solution presents itself if you know how the *sti* and *cli* instructions work - they just set the 'IF' flag in EFLAGS. [Wikipedia](http://www.jamesmolloy.co.uk/tutorial_html/4.-The%20GDT%20and%20IDT.html) tells us that the IF flag has a mask of 0x200, so what you *could* do, is insert these lines just after the 'pushf' in the asm above:

pop %eax ; Get EFLAGS back into EAX. The only way to read EFLAGS is to pushf then pop.  
or %eax, $0x200 ; Set the IF flag.  
push %eax ; Push the new EFLAGS value back onto the stack.

This solution means that interrupts get reenabled atomically as IRET is executing - perfectly safe.

## 10.2. System calls

Code running in user mode cannot run any code which is located in or accesses a supervisor-only area of memory (see the page table entry flags) or any code which uses privileged instructions such as *hlt*. Most kernels therefore provide an interface by which common functions can be executed. A call to the kernel through this interface is called a "system call".

The historical, easy, and still widely used way to implement system calls on x86 is to use software interrupts. The user program will set up one register to indicate which system function it would like to execute, then set up parameters in others. It would then execute a software interrupt to a specific vector - linux uses 0x80. The software interrupt causes a mode change to ring 0 - the kernel will have a handler for this interrupt vector, and dispatch the system call appropriately.

One thing that is important to note is that the kernel, when executing interrupt handling code, requires a valid stack to work with. If it doesn't have one, the processor will double fault (and then eventually triple fault because the double fault handler needs a valid stack too!). This would obviously be a very easy way for a malicious user to bring down your system, so it is normal practice to, on mode change from ring 3 to ring 0, switch to a new stack designed solely for use by the kernel, and which is guaranteed to be valid.

Obviously, if you want your kernel to be preemptible (i.e. you want to be able to task switch while executing code inside the kernel) you'll need one of these kernel stacks per task, or you'll end up overwriting one task's data when executing another task!

### 10.2.1. The task state segment

The X86 architecture has support for hardware-assisted task switching by way of a list of Task State Segments (TSS). In this tutorial set we have (like BSD, linux and most x86 operating systems) decided against using it and opted instead for a software based solution. The main reason for this is that hardware task switching is actually not much faster than software, and software task switching is far more portable between platforms.

With that said, the way the x86 architecture is designed we have no choice but to use at least one TSS. This is because when a program in user mode (ring 3) executes a system call (software interrupt) the processor automatically looks in the current TSS and sets the stack segment (SS) and stack pointer (ESP) to what it finds in the SS0 and ESP0 fields ('0' because it's switching to ring 0) - in essence this switches from the user's stack to your kernel stack.

Normal practice when implementing software task switching is just to have one TSS, and update the ESP0 field of it whenever a task switch takes place - this is the minimum work neccessary to allow system calls to work properly.

#### 10.2.1.1. descriptor\_tables.h

We'll need to add a TSS entry structure into the descriptor\_tables header file:

// A struct describing a Task State Segment.  
struct tss\_entry\_struct  
{  
   u32int prev\_tss;   // The previous TSS - if we used hardware task switching this would form a linked list.  
   u32int esp0;       // The stack pointer to load when we change to kernel mode.  
   u32int ss0;        // The stack segment to load when we change to kernel mode.  
   u32int esp1;       // Unused...  
   u32int ss1;  
   u32int esp2;  
   u32int ss2;  
   u32int cr3;  
   u32int eip;  
   u32int eflags;  
   u32int eax;  
   u32int ecx;  
   u32int edx;  
   u32int ebx;  
   u32int esp;  
   u32int ebp;  
   u32int esi;  
   u32int edi;  
   u32int es;         // The value to load into ES when we change to kernel mode.  
   u32int cs;         // The value to load into CS when we change to kernel mode.  
   u32int ss;         // The value to load into SS when we change to kernel mode.  
   u32int ds;         // The value to load into DS when we change to kernel mode.  
   u32int fs;         // The value to load into FS when we change to kernel mode.  
   u32int gs;         // The value to load into GS when we change to kernel mode.  
   u32int ldt;        // Unused...  
   u16int trap;  
   u16int iomap\_base;  
} \_\_attribute\_\_((packed));  
  
typedef struct tss\_entry\_struct tss\_entry\_t;

#### 10.2.1.2. descriptor\_tables.c

We'll also need code to initialise the TSS. The TSS is actually stored as a pointer inside the GDT, so we'll need another GDT entry too.

// Lets us access our ASM functions from our C code.  
...  
extern void tss\_flush();  
  
// Internal function prototypes.  
...  
static void write\_tss(s32int,u16int,u32int);  
...  
  
tss\_entry\_t tss\_entry;  
  
static void init\_gdt()  
{  
   gdt\_ptr.limit = (sizeof(gdt\_entry\_t) \* 6) - 1;  
   gdt\_ptr.base  = (u32int)&gdt\_entries;  
  
   gdt\_set\_gate(0, 0, 0, 0, 0);                // Null segment  
   gdt\_set\_gate(1, 0, 0xFFFFFFFF, 0x9A, 0xCF); // Code segment  
   gdt\_set\_gate(2, 0, 0xFFFFFFFF, 0x92, 0xCF); // Data segment  
   gdt\_set\_gate(3, 0, 0xFFFFFFFF, 0xFA, 0xCF); // User mode code segment  
   gdt\_set\_gate(4, 0, 0xFFFFFFFF, 0xF2, 0xCF); // User mode data segment  
   write\_tss(5, 0x10, 0x0);  
  
   gdt\_flush((u32int)&gdt\_ptr);  
   tss\_flush();  
}  
  
// Initialise our task state segment structure.  
static void write\_tss(s32int num, u16int ss0, u32int esp0)  
{  
   // Firstly, let's compute the base and limit of our entry into the GDT.  
   u32int base = (u32int) &tss\_entry;  
   u32int limit = base + sizeof(tss\_entry);  
  
   // Now, add our TSS descriptor's address to the GDT.  
   gdt\_set\_gate(num, base, limit, 0xE9, 0x00);  
  
   // Ensure the descriptor is initially zero.  
   memset(&tss\_entry, 0, sizeof(tss\_entry));  
  
   tss\_entry.ss0  = ss0;  // Set the kernel stack segment.  
   tss\_entry.esp0 = esp0; // Set the kernel stack pointer.  
  
   // Here we set the cs, ss, ds, es, fs and gs entries in the TSS. These specify what  
   // segments should be loaded when the processor switches to kernel mode. Therefore  
   // they are just our normal kernel code/data segments - 0x08 and 0x10 respectively,  
   // but with the last two bits set, making 0x0b and 0x13. The setting of these bits  
   // sets the RPL (requested privilege level) to 3, meaning that this TSS can be used  
   // to switch to kernel mode from ring 3.  
   tss\_entry.cs   = 0x0b;  
   tss\_entry.ss = tss\_entry.ds = tss\_entry.es = tss\_entry.fs = tss\_entry.gs = 0x13;  
}

Well define tss\_flush in a second. We'll also need a function to update the TSS entry when we change tasks, so it holds the address of the correct kernel stack;

void set\_kernel\_stack(u32int stack)  
{  
   tss\_entry.esp0 = stack;  
}

#### 10.2.1.3. gdt.s

Here we define our tss\_flush function. In it, we tell the processor where to find our TSS within the GDT.

[GLOBAL tss\_flush]    ; Allows our C code to call tss\_flush().  
tss\_flush:  
   mov ax, 0x2B      ; Load the index of our TSS structure - The index is  
                     ; 0x28, as it is the 5th selector and each is 8 bytes  
                     ; long, but we set the bottom two bits (making 0x2B)  
                     ; so that it has an RPL of 3, not zero.  
   ltr ax            ; Load 0x2B into the task state register.  
   ret

Notice that we have to specify an RPL, just like when we switched to user mode.

### 10.2.2. The system call interface

We're going to create a syscall interface similar to Linux's, in that it uses interrupt vector 0x80. Our defined interrupt handlers don't currently reach that high, so we'll have to add another - a "ISR\_NOERRCODE 128" in interrupt.s, and an extra idt\_set\_gate in descriptor\_tables.c (and of course an extra function prototype in descriptor\_tables.h).

#### 10.2.2.1. syscall.h

Initially, we just need to give an interface for starting the syscall interface...

// syscall.h -- Defines the interface for and structures relating to the syscall dispatch system.  
// Written for JamesM's kernel development tutorials.  
  
#ifndef SYSCALL\_H  
#define SYSCALL\_H  
  
#include "common.h"  
  
void initialise\_syscalls();  
  
#endif

#### 10.2.2.2. syscall.c

... and then implement it. As mentioned previously, the normal way to dispatch syscalls is to have one register contain a number which indexes a table of functions. the given function is then executed.

For the moment, we just have three functions which can be called via syscall - the three monitor output functions. This will enable us to check whether our code works easier, by allowing text output in user mode.

// syscall.c -- Defines the implementation of a system call system.  
// Written for JamesM's kernel development tutorials.  
  
#include "syscall.h"  
#include "isr.h"  
  
#include "monitor.h"  
  
static void syscall\_handler(registers\_t \*regs);  
  
static void \*syscalls[3] =  
{  
   &monitor\_write,  
   &monitor\_write\_hex,  
   &monitor\_write\_dec,  
};  
u32int num\_syscalls = 3;  
  
void initialise\_syscalls()  
{  
   // Register our syscall handler.  
   register\_interrupt\_handler (0x80, &syscall\_handler);  
}  
  
void syscall\_handler(registers\_t \*regs)  
{  
   // Firstly, check if the requested syscall number is valid.  
   // The syscall number is found in EAX.  
   if (regs->eax >= num\_syscalls)  
       return;  
  
   // Get the required syscall location.  
   void \*location = syscalls[regs->eax];  
  
   // We don't know how many parameters the function wants, so we just  
   // push them all onto the stack in the correct order. The function will  
   // use all the parameters it wants, and we can pop them all back off afterwards.  
   int ret;  
   asm volatile (" \   
     push %1; \   
     push %2; \   
     push %3; \   
     push %4; \   
     push %5; \   
     call \*%6; \   
     pop %%ebx; \   
     pop %%ebx; \   
     pop %%ebx; \   
     pop %%ebx; \   
     pop %%ebx; \   
   " : "=a" (ret) : "r" (regs->edi), "r" (regs->esi), "r" (regs->edx), "r" (regs->ecx), "r" (regs->ebx), "r" (location));  
   regs->eax = ret;  
}

So here we have a table of the addresses of our syscall functions. The initialise\_syscalls function merely adds the syscall\_handler function as an interrupt handler for interrupt 0x80.

The syscall\_handler function checks that the given function index is valid, then gets the address of the function to call, and then pushes all the parameters we were given onto the stack, call the function, and pop all the parameters back off the stack.

As is customary it also puts the return value of the function call in EAX, when the interrupt returns.

### 10.2.3. Helper macros

So a syscall from user mode would look something like this:

mov eax, <function to call>  
mov ebx, <first parameter>  
mov ecx, <second parameter>  
mov edx, <third parameter>  
mov esi, <fourth parameter>  
mov edi, <fifth parameter>  
int 0x80 ; execute syscall  
         ; return value of syscall is in EAX. </fifth parameter></fourth parameter></third parameter></second parameter></first parameter></function to

This is, however, a little unwieldy. We can simplify this by creating some helper macros to define stub functions that contain inline assembler that actually does the syscall;

*In syscall.h*

#define DECL\_SYSCALL0(fn) int syscall\_##fn();  
#define DECL\_SYSCALL1(fn,p1) int syscall\_##fn(p1);  
#define DECL\_SYSCALL2(fn,p1,p2) int syscall\_##fn(p1,p2);  
#define DECL\_SYSCALL3(fn,p1,p2,p3) int syscall\_##fn(p1,p2,p3);  
#define DECL\_SYSCALL4(fn,p1,p2,p3,p4) int syscall\_##fn(p1,p2,p3,p4);  
#define DECL\_SYSCALL5(fn,p1,p2,p3,p4,p5) int syscall\_##fn(p1,p2,p3,p4,p5);  
  
#define DEFN\_SYSCALL0(fn, num) \   
int syscall\_##fn() \   
{ \   
 int a; \   
 asm volatile("int $0x80" : "=a" (a) : "0" (num)); \   
 return a; \   
}  
  
#define DEFN\_SYSCALL1(fn, num, P1) \   
int syscall\_##fn(P1 p1) \   
{ \   
 int a; \   
 asm volatile("int $0x80" : "=a" (a) : "0" (num), "b" ((int)p1)); \   
 return a; \   
}  
  
#define DEFN\_SYSCALL2(fn, num, P1, P2) \   
int syscall\_##fn(P1 p1, P2 p2) \   
{ \   
 int a; \   
 asm volatile("int $0x80" : "=a" (a) : "0" (num), "b" ((int)p1), "c" ((int)p2)); \   
 return a; \   
}  
  
...

So we have a macro "DECL\_SYSCALLX", which declares a stub function for a function *fn*, with *X* parameters, they being of type *p1*..*pn*.

The macro "DEFN\_SYSCALLX" actually defines the stub function, which is just a piece of inline assembly. The *num* parameter is the index in the syscall function table to call.

So to define our monitor\_\* functions, we should declare them in syscall.h:

DECL\_SYSCALL1(monitor\_write, const char\*)  
DECL\_SYSCALL1(monitor\_write\_hex, const char\*)  
DECL\_SYSCALL1(monitor\_write\_dec, const char\*)

and define them in syscall.c:

DEFN\_SYSCALL1(monitor\_write, 0, const char\*);  
DEFN\_SYSCALL1(monitor\_write\_hex, 1, const char\*);  
DEFN\_SYSCALL1(monitor\_write\_dec, 2, const char\*);

## 10.3. Testing

![http://www.jamesmolloy.co.uk/images/user_mode_bochs.png](data:image/png;base64,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)  
Hello, user world!

*In main.c*

// Start paging.  
initialise\_paging();  
  
// Start multitasking.  
initialise\_tasking();  
  
// Initialise the initial ramdisk, and set it as the filesystem root.  
fs\_root = initialise\_initrd(initrd\_location);  
  
initialise\_syscalls();  
  
switch\_to\_user\_mode();  
  
syscall\_monitor\_write("Hello, user world!\n");  
  
return 0;

With this test code in main.c, you should have a functional user mode and syscall interface, suitable for running untrusted user programs.

Full source code and image file is available [here](http://www.jamesmolloy.co.uk/index.html).

### 10.3.1. Possible problems

If you keep getting page faults when jumping to user mode, make sure that your kernel code/data is set to be user-accessible. When you actually load user programs you won't want this to be the case, however at the moment we merely jump back to the kernel and execute code in main(), so it needs to be accessible in user mode!
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